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Abstract: Software Development is a complex process, in which every software product is a knowledge representation of all the
involved people. In agile software development, knowledge is prone to vaporise, because documentation is not a priority as
indicated in the agile manifesto. This condition generates problems such as poor understanding of the requirements, knowledge
transfer deficiency among developers, time wasted by developers while searching for knowledge. The objective of this work is to
reduce architectural knowledge vaporisation by means of knowledge condensation to support expertise location (high-level
knowledge at a given time). This through an ontology that will condensate the knowledge in the code phase. This study presents
the description of an ontology development process following the Methontology Framework. Results show that the proposed
ontology does not present incongruence or inconsistency and answers the competency questions correctly. The main
contribution of this study is the ontology which brings several benefits such as a shared concept of the knowledge in the code
phase and a way to link the artefacts (resources used by developers in the project) and the experts (artefacts provider).

1 Introduction
Software Development is considered a complex process, in which
every software product is a representation of the knowledge of all
the involved people, due to this knowledge is used to solve client's
needs by generating a computer application [1, 2]. For this reason,
development teams require constant interaction with the project's
stakeholders, since the teams are integrated by people working in
different phases and activities. Particularly, coding is a phase of the
software development cycle, aimed to translate the system design
into code in a given programming language. During this phase, a
lot of knowledge can be shared among the team members [3], for
example, programmers and testers.

In software companies, knowledge can be found in two sources
[4]: (i) artefacts such as documentation [5] (e.g. requirements
document, vision document), source code [6], repositories where
developers store and consult digital (e.g. blogs [7, 8], bookmarks)
or physical documents (e.g. manuals) and project management
tools; (ii) persons with a certain level of knowledge in a specific
area that could be useful to solve problems during development
tasks [9, 10]. Therefore, anyone in a company could be a potential
source of knowledge.

In agile software development, documentation is not a priority,
as expressed in agile manifesto [11], thus, it is reflected in agile
software projects with minimal documentation. This situation is
caused because the face to face interaction is preferred by
developers to clarify doubts or to solve problems. Hence,
knowledge is prone to vaporise due to the manifest's principles [12,
13]. Borrego et al. [13] define architectural knowledge
vaporisation as the loss of artefacts and architectural documents
owed to poor documentation. The fact of not having this
knowledge generates the following problems [14, 15]: (i) poor
understanding of the requirements and technical solutions; (ii)
knowledge transfer deficiency among developers; (iii) evolution
and maintenance drawbacks; and (iv) time wasted by developers
while searching for artefacts or experts. These problems cause the
increase of time and cost in software development projects [16].

To address these problems, developers seek high-level
knowledge at a given time (expertise) [10], through which

developers could resolve problems or doubts that arise daily during
their workday to help them fulfil their activities [17]. However,
developer teams generally do not benefit from this knowledge
(artefacts and experts), generated during the software development
process. Artefacts usually are not linked with their creators,
moreover each person labels or stores knowledge in different ways.
In this case, artefacts become hard to identify, because they are not
available or they get lost (when the provider/creator leaves the
company) [18–21].

Therefore, it is necessary to link the artefacts generated during
the coding phase with the creator (experts). The goal is that
artefacts can be easier to find (expertise) and accessible to
everyone, even when the knowledge provider or the expert is not
present in the company. Thus, knowledge needs to be condensate.
Borrego et al. [13] define the knowledge condensation as the
process of capturing and classifying knowledge before it loses,
where the objective is to ease knowledge retrieval.

This is an important issue because to make good decisions
when having a doubt or problem developers need reliable and
precise information (expertise) [22], developers have an expertise
need and this can be found in different sources as mentioned
before.

In our approach, the knowledge condensation is done by using
ontologies, which are a formal description of a shared concept [23],
and they allow to define a vocabulary to share information in a
certain domain. Moreover, in addition, to help with the decision
making, ontologies could mitigate the problems caused by the
knowledge vaporisation mentioned before, and also could prevent
constant questions to experts which sometimes lead to an erosion
in interpersonal relationships, affecting the knowledge flow.
Additionally, ontologies present a visual way to share a common
understanding of an information structure between several people
or computer systems [24], and also they allow to reuse knowledge
through ambiguities clarification [25].

As we can notice, an ontology can provide benefits in software
development through an information structure that can do
automated reasoning about knowledge in the software development
life cycle (e.g. project management [26], software measurement
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[27], maintenance [28]). In this sense, the challenge is getting a
described content capable of: (i) distinguish among different word
meanings; (ii) infer relations between words on a specific thematic
context; and (iii) retrieve information according to the user needs.
Thus, information must be described and classified in a way that it
can be understandable for a computer or any user within an
organisation.

In Fig. 1, we present automata to illustrate a scenario of the
expertise location. The transitions are objective reached (OR),
artefact seeking (AS), expert seeking (ES), identifying availability
(IA), resource need (RN), expert unavailable (EU), a resource
founded (RF). The automata have six states {q0, …, q5}. This
scenario starts with a developer having the need of expertise to
solve a problem or doubt (q0). Then, the developer can choose
between an expert search (q2) or an artefact search (q1). The
developer searches for all available artefacts, in the case of
choosing an artefact search (q1). An artefact verification is done to
see if it is fulfilled the objective (q3). If the need for expertise is

satisfied, the problem is solved (q5). On the contrary, if the need for
expertise is not satisfied the developer must check more artefacts to
solve the problem (q1). On the other hand, in the case of choosing
an expert search (q2), the developer does a search looking for
someone with the knowledge to solve the problem or doubt, once
the right person is found, his/her availability must be checked (q4).

Finally, if the expert fulfilled the objective, the problem is
solved (q5). Otherwise, another expert search is needed (q2).
Sometimes an expert can lead the requester to an artefact (q1) and
vice-versa (q2).

As we can see, expertise location is a complex process, since
despite that expertise exists in an organisation, this is not always
accessible. Sometimes an expert is unavailable for diverse reasons,
skips the day, is on vacation, leaves the company etc. Therefore,
artefacts used or created by an expert may not be accessible.

From the above, the main objective of this work is to describe
the development process and validation of a domain ontology,
which is focused on the coding phase of a software development
process. The aim is to link artefacts and experts through an
information structure (ontology).

The rest of the paper is structured as follows: Section 2 shows
the related works of software engineer ontologies; Section 3
presents the methodology followed to develop the ontology; in
Section 4 we present the results obtained following the
methodology; Section 5 presents the validity threats of this work;
finally, in Section 6 we present the discussion and conclusion of
our results and we present our acknowledgments in Section 7.

2 Related work
Recently, Software Engineers have had an interest in the use of
ontologies to identify and share knowledge on the different phases
of the software development cycle as presented in the works by
Bathia et al. [29] and de Souza et al. [30]. In the literature, we can
find different methodologies to develop ontologies including
Diligent [31], On-To-Knowledge [32], Neon [33], OntoDocMan
[34] and Methontology Framework [35], where each one follows a
different approach.

The Methontology Framework is widely used because its
resemblances the software development process in software
engineering. Since the approach is focused on software
engineering, it will easy to follow by software developers. Some
authors refer to the Methontology Framework, e.g. an ontology
was developed to represent college graduation screening process
[36], the development of STIFIn Ontology Finger Personality
Solution [37], among others.

The Methontology Framework consists of the following phases:
(i) Specification: identification of the domain, goal, relevant terms,
and objectives; (ii) Conceptualisation: creates a glossary of terms
and from this create a taxonomy; and (iii) Formalisation: creates a
formal computational model using a tool (e.g. Protégé [38]).

Previous to the ontology development, we conducted a
literature review of ontologies in the software development
process. The ontologies found during the literature review have
addressed some problems related to some specific development
phase. These are: Requirements, Design, Implementation, Testing
and Maintenance. These phases are the same regardless of the
methodology used and are known as the software development life
cycle [39, 40].

Table 1 shows the ontologies found as a result of a literature
review. These ontologies were classified based on the software
development cycle phase in which they are focus and how much
progress they achieve based on the Methontology Framework.
Almost all the ontologies work on the requirements phase,
targeting activities such as requirement analysis. In [41–45]
proposals seek to enhance the software quality by improving the
elicitation and administration of the user's needs. Their objective
was to eliminate ambiguities and language mistakes. Additionally,
they elicit the requirements in a faster way and obtain an output in
different formats (e.g. UML, data models, and diagrams). 

Another activity performed in the requirements phase is effort
estimation. Hamdan et al. [50] seek to eliminate mistakes or

Fig. 1  Initial state is q0, which represent the need of expertise to solve a
doubt or problem, and q5 is the final state, representing when a doubt or
problem was solved

 
Table 1 Ontologies supporting software development
activities
Stage/
Ontology

Specification Conceptualisation Formalisation

requirements documentation
of experiments
in distributed
software [46]

documentation of
term and concepts in

GSD [47, 48]

human
resources
assign [26]

sutomatic
software

documentation
[49]

effort Estimation [50] effort estimation
[51]

software
requirements

[42, 43]

documentation of
terms and concepts

in multisite
development [52, 53]

software
requirements
[41, 44, 45]

documentation for
task allocation [54]

documentation
to support
distributed
teams [5]

software
measurement [27]

service management
[55]

design modelling software
process [56]

coding
testing
maintenance knowledge

management
[28]

software
artefacts

traceability [57]
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misunderstandings through the use of ontologies in a system,
which enables project managers to obtain characteristics and terms
of previous projects. Adnan and Afzal [51] present an ontology for
knowledge about effort estimation, which has the objective of
mitigate problems of distributed teams (e.g. inaccurate estimation
of effort and time) by making an estimation based on previous
projects. Pre-established terms are used to describe the project.

Documentation is another activity addressed in the requirements
phase. Rocha and Meira [46] present a literature review of
ontologies focused on documentation in distributed software
development (DSD). Their objective is to propose a
recommendation system, based on the issues founded in the
literature review. Addressing the same activity, Bathia et al. [49]
present a conceptual description of an ontology, to get automatic
documentation through a system that uses an ontology. This
ontology establishes terms and concepts to be used across projects.
There are ontologies which work with documentation activities
[47, 48, 52, 53, 58], which try to create a semantic (generalised
interpretation) between concepts and terms used either in Global
Software Development (GSD) or DSD. Their objective is to
describe GSD o DSD projects.

Finally, Marques et al. [54] present an ontology to document
task allocation in distributed software development teams. This
ontology offers a reference to concepts and terms used in
distributed software development, and also tasks and information
of the developers (e.g. projects, country, time zone, experience).

Another activity included in the requirements phase is human
resources assign. Paredes-Valverde et al. [26] present an ontology
that broadly describes user data (developers). The aim is to assign
developers into projects according to their experience and the
needs of the project. On the other hand, Fonseca et al. [27] present
an ontology for software measurement activity (e.g. measure
source code, effort estimation, number of sprints). This ontology
aims to unify the outputs of different tools that measure software.
The goal was to have a better measurement using the data from all
the measurement tools. Finally, Valiente et al. [55] present an
integration model between Software Engineering and technology
administration service. This model uses an ontology to integrate
terms and concepts involved within these areas. The purpose was
to make clear to the client his options, and the client's needs to the
developer.

Regarding the design phase, Martinho et al. [56] present an
ontology for modelling software processes. The ontology was
designed using knowledge modelling tools (Cmpas &
CmapsTools). The ontology is focused on the project flexibility
design (information that the developers want to use based on their
experience).

Finally, in the maintenance phase, Serna and Serna [28] present
a conceptual analysis of applying ontologies for knowledge
management in the maintenance phase during software
development. Instead of conceptual analysis, Zhang et al. [57]

present a maintenance ontology for tracking artefacts to link them
with the software requirements, with the main purpose of
differentiate a code mistake from a requirement mistake.

Undoubtedly, there are many software development activities
that can be benefited with the support of ontologies, but most of
these have not been formalised, in consequence, these ontologies
are not properly appreciated. In Table 1, it can be noticed that there
exists an area of opportunity to build ontologies in the testing and
coding phases. Particularly, an ontology in coding phase could
bring several benefits, such as support to the expertise location by
generating concepts and terms of the knowledge in this phase with
the purpose of linking the artefacts with their provider.
Furthermore, the ontology could generate knowledge
representation, this representation will help to identify resources
used in a project and their providers. In this way, the information
(expertise) will be more accessible, which will reduce the time
invested in the expertise location process (see Fig. 1). In addition to
this, most of the work presented in this section is not focused on
the code phase. In some cases, these ontologies are presented as a
conceptual model.

The next section presents the formal methodology that was used
to define our ontology.

3 Method
This research followed the Methontology Framework [35] which is
an accepted methodology to define the development life cycle in
Ontological Engineering (from requirements specification to
maintenance). The Methontology Framework life cycle (Fig. 2)
includes five phases: (i) Specification; (ii) Conceptualisation; (iii)
Formalisation; (iv) Evaluation; and (v) Maintenance. The next
subsections describe the phases and activities needed for the
development of our ontology.

3.1 Specification phase

Specification phase establishes a document covering the ontology's
purpose (i), scope (ii), implementation language (iii), intended
End-Users (iv) and Intended Uses (v). This document is done by
doing the following task.

3.1.1 Knowledge acquisition activity: In software development,
the key to project success lies in the software specification [39].
Suarez-Figueroa et al. [59] present guidelines based on the use of
the Competency Questions (CQ) and the existing methodologies to
build ontologies. These guidelines help to capture knowledge from
users and to produce the Ontology Requirement Specification
Document (ORSD). The ORSD document helps to identify the
knowledge that the ontology contains, and it is useful to define the
requirements the ontology must cover.

Fig. 2  Methontology Framework life cycle
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For the knowledge acquisition activity, we come up with three
approaches: (i) interviews; (ii) focus group; (iii) survey form.
Three different groups were selected to cover different approaches.
The participants were developers from different organisations (e.g.
software organisations and organisations with a software developer
department).

The first approach carried out was the interviews, the objective
was to know the way developer teams work, (e.g. communication,
challenges or problems). The interviews contained questions
related to general information (role, activities and organisation),
project administration, version control, coordination and team
mindset.

The objective of the focus group was to know the process of
searching for expertise within the software development teams
either to store it or to share it, as well as the process of finding an
expert for consulting. The participants were asked about the
process of individual search, knowledge sharing and expert search.

Finally, the last approach, survey form, was applied to group
developers. The objective was to obtain examples of problem or
doubts that the developers usually try to solve. The survey contains
the following fields: search keywords, type of search (expert or
artefacts) and time invested trying to solve a doubt or problem.

3.2 Conceptualisation phase

Once all the needed knowledge has been acquired, it must be
organised. Conceptualisation phase is focused on organising and
structuring the acquired knowledge using external representations
(e.g. UML, IDEF5) which are independent of the ontology
implementation languages. The organising and structuring tasks are
as follows.

3.2.1 Integration activity: To avoid redundant information, it
must be considered the reuse of ontologies (definitions already
built). The Ontologies were consulted in the following databases:

• Swoogle [60].
• DAML Ontology Library [61].
• ONKI Ontology Library Service [62].
• Linked Open Vocabularies [63].

These databases were searched on the internet and some of them
are the most commonly cited in research articles available. In
addition, we searched for ontologies of the same domain in
academic databases (e.g. IEEE Xplore, ScienceDirect), like the one
trying to build in this work in academic databases.

3.2.2 Knowledge modelling activity: This task consists of storing
statements about facts by building meaningful information
structures through multiple representations (e.g. mind maps).

3.3 Formalisation phase

Formalisation phase converts a conceptual model (taxonomy) to a
formal model (computable). Specifically, for this work we took the
taxonomy created in the conceptualisation phase, it was converted
using to a computation model using Protégé tool [38]. This activity
is known as Implementation activity.

3.4 Evaluation phase

In the traditional Methontology Framework the evaluation is
considered as an activity which is carried out during all the phases.
In our work, this activity is considered as another phase in the
proposed methodology, which consists of carrying out a technical
judgement of the ontology, according to the ORSD, by doing the
following tasks.

3.4.1 Verification activity: This activity is a technical process
which is done to guarantee the correctness of the ontology,
according to the specification requirements. The verification
activity was being done using the Pellet plugin reasoner on

Protégé. An ontology reasoner is a piece of software able to infer
logical consequences from a set of asserted facts or axioms.

3.4.2 Validation activity: It is the process done to ensure that the
ontology fulfils the purpose for which it was built. The validation
was being done by using CQ [64], which consists in a set of
questions defined in the ORSD in a natural language, the ontology
must answer these questions correctly. The CQs were based on the
survey form that the developers fill with examples of doubts of
problems that they try to solve.

Finally, at the end of all the phases, there is the maintenance
phase, which consists of tasks covering from erasing obsolete
instances or adding new ones over time. This phase was considered
because the scope of we were focused only on ontology
development.

4 Results
Here, we present our results obtained by following the phases and
activities defined above.

4.1 Specification phase results

The knowledge acquired was collected following three approaches:
interview, focus group and survey form (see Section 3.1). In the
interview participated 6 developers and 2 project managers from 6
different software development companies. In the focus group
participated 4 developers and 1 designer from the same company.
Finally, in the survey form participated 12 developers from 3
different companies.

The data were extracted from the interviews, focus group and
survey from using affinity diagrams, which is a tool that
synthesises a set of verbal data (e.g. ideas, opinions, expressions)
grouping them according to the relationship they have with each
other. This process begins with the transcription of the interviews
to find the key data of the participants’ responses. From that, the
data of the answers that appeared most recurrently were classified.
Later we continue with the analysis of the data to identify the
relationships between the processes of the search for expertise.
Finally, from the affinity diagram and the defined categories,
conclusions were obtained. With the collected information as part
of the specification phase, we create a document following the
ORSD guidelines. Table 2 shows a fragment of the developed
ORSD. 

4.2 Conceptualisation phase results

As a result of the integration task, it was not found any ontology
with the same domain as the one trying to build in this work,
neither in ontology databases nor in the literature review.

Table 2 ORSD Fragment
Ontology Requirements Specification Document Template
1 Purpose
the integration of the artefacts, projects and experts in the code
phase of the software development process
2 Scope
the ontology has a focus just on the code phase of the software
development process domain. The level of granularity is directly
related to the competency questions and terms defined
3 Implementation Language
the ontology must be implemented in OWL language using protégé
ontology tool.
4 Intended End-Users
user 1. Programmer searching for resources to solve a problem
(e.g. requirements, bugs, or doubts with a process)
user 2. Programmer searching for an expert to ask for help
user 3. Programmer searching for information about a project and
his participants
user 4. Programmer updating or registering his expertise (projects
or resources)
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Based on the terms and concepts identified from interviews,
focus and a survey form, we created a taxonomy (see Fig. 3).

Fig. 3 shows a taxonomy of the knowledge produced in the
code phase of the software development (programming
knowledge). The main elements of the taxonomy are (i) profile; (ii)
projects; and (iii) artefacts.

The Profile entity represents a description of a programmer in
an organisation with information such as name, role, skills, projects
has worked or is working currently. The Project entity represents
information about the developer's current project. In this way, you
can know the developers’ skills based on the project history and the
artefacts used in those projects. So, developers create artefacts by
working on projects, and those are used by others to solve
problems.

In summary, programmers have a profile and work assigned in a
project, which is developed in a certain platform (e.g. web,
database, desktop and mobile) which has layers (e.g. backend and
frontend) and a programming language (e.g. JavaScript).

4.3 Formalisation phase results

Protégé tool [38] was used to convert the conceptual model to a
computable model. This tool uses Ontology Web Language (OWL)
[65] to define an Ontology.

Using the taxonomy (see Fig. 3), we defined the classes’ names
(in OWL, classes are interpreted as a set of individuals or objects),
properties, and instances. The principal class that represents a set
of all individuals is ‘Thing’, thus all classes are subclasses of that
one (see Fig. 4). Fig. 4 shows the main classes of our ontology:
Team, Artefacts, Project, Layers. Team class represents a developer
team in an organisation. Artefact class represents the resources
used by developers to solve a doubt or a problem. Project class
represents a description of the work and activities done by
developers.

In conclusion, developers (members of a Team class) work in a
Project in an organisation, and when a developer has a doubt or
problem uses Artefacts.

Properties in OWL represent a relationship between two
individuals. There are two types of properties: object and data type
properties. The object properties link an individual to another
individual. The datatype properties link an individual to a data
value expressed in Extensible Markup Language (XML) or
Resource Description Framework.

The properties defined to our ontology are shown in Table 3. 
The property ‘isUsedBy’ help to link a programmer (a subclass of a
team class) to the artefacts that have been used to solve problems
or doubts in a project. The ‘isMemberOf’ and ‘hasWorked’
property helps to identify in which Programmer has worked or
which project is currently working on. The properties ‘IsMadeBy’
and ‘hasUsedIn’ help to identify who creates an artefact and in
which project was created or used.

4.4 Evaluation phase results

In the aim to perform the evaluation, the ontology must be
populated by creating instances. This process usually involves
linking data to the elements of the ontology. The instances were
created from the participants’ data.

As part of the verification activity, we used the Pellet reasoner.
No incongruence or inconsistency was found in the ontology, when
it was analysed with the reasoner (see Fig. 5). 

In the case of the validation activity, the CQ (see Table 4) were
used. Before that, questions must be transformed into a computer
language, using the Manchester OWL syntax [66] to translate the
questions in natural language into a computer language applied in
Protégé.

Table 4 shows the questions designed to query in the validation
activity. The questions are divided into two groups: (a) Expert
seeking; (b) Artefact seeking. Due to the two types or searches
done to solve a doubt or problem (see Fig. 1). You can either look
for a resources (artefacts) or look for an expert the recommends
you an artefact.

Fig. 6 presents a description of a scenario application used in
the evaluation phase. 

Fig. 7 shows an example of instances created during the
ontology population. These instances represent a scenario of a

Fig. 3  Taxonomy of Knowledge Expertise in code phase
 

Fig. 4  Coding phase expertise ontology: screenshot of main classes
developed in Protégé

 
Table 3 Ontology properties, ranges and domains
Property Inverse Type Domain Range
isUsedBy hasUsed functional artefacts programmer
isMemberOf N/A functional programmer projects
isMadeBy hasMadeBy functional artefacts programmer
hasWorked N/A functional programmer projects
hasUsedIn N/A functional artefacts projects
isBasedOn N/A functional projects layers

 

Fig. 5  Pellet reasoner output
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programmer working in an organisation. Omar represents an
instance from the Programmer subclass, Project_One an instance
from the Project class, and all the resources are instances from the
Artefacts class. Omar is currently working on Project_One and has
used many resources (artefacts) to solve doubts or problems in the
project.

Fig. 8 presents an example of a question done in Protégé during
the validation activity. In this case, the object properties link the
resources that Omar used in the Project_One. In this way, Ana
could reuse the resources used by Omar, since Omar's resources
will be associated with him and the project in which he used them.

5 Threats to validity
This study considers threats to the internal, external and conclusion
validities [67].

Internal validity refers to the capacity to repeat the same
behaviour on a new experiment considering the same participants.
Communication and information sharing between participants is
the main threat, which was mitigated by sending a survey form to
the participants, to obtain examples or doubts and problems that the
developers usually try to solve. Thus, the participants could fulfil
anytime during the day. In addition, none of the participants had a
previous relation or interest conflict with the researchers.

The external validity refers to the capacity to repeat the same
behaviour considering other participants. To minimise this threat
must be considered the different methodologies and technologies
applied by the software organisations. In this sense, the study
considered different software organisations to cover different
technologies and programming languages (e.g. industrial
organisation with software development area).

Finally, regarding the conclusion validity, the obtained results
cannot be generalised and must be viewed as preliminary results.
This research aims to establish a base that could be used for other
researchers to explore the development of ontologies for the coding
phase in the software development process.

Table 4 Competency Questions in natural language
Competency Questions (CQs)
CQG1(Expert seeking)
CQ1. In which projects ‘developer name’ has been worked?
CQ2. In which language ‘developer name’ programs?
CQ3. Developers with skills on Java?
CQ4. Which resources has been used by ‘developer name’?
CQG2(Artefact seeking)
CQ1. Resources for web developing?
CQ2. Resources used in ‘name’ project?
CQ3. Resources used by ‘developer name’ in ‘name’ project?

 

Fig. 6  Scenario description
 

Fig. 7  Ontology instances example
 

Fig. 8  Competency Question example with Manchester OWL Syntax in Protégé
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6 Discussion
Some relevant aspects related to this work that are important to
discuss are: (i) the methodology followed to develop the presented
ontology; (ii) research impact; (iii) the research implications; and
(iv) practical implications:

(i) This research presents an adaptation of the original version of
the Methontology Framework, where we include a new phase,
evaluation phase. Originally the Methontology Framework
considers the evaluation as a task, across all its phases (see Fig. 2),
because strictly speaking it does not fully describe the process of
evaluation. In this sense, the new phase brings several benefits
such as a more comprehensive process to the software engineers,
because it resemblance the software development life cycle. Our
new phase describes the use of a reasoner to perform a verification
of the ontology and CQ to do the validation task.
(ii) The followed methodology was useful to identify and classify
the works found, the objective was to measure the progress of the
work based on the Methontology development cycle, which allows
us to find a gap in the code phase of software development and also
helped us to compare our work with the literature. Current works
mainly covered the specification as in the of the [28] where they
present a list of guidelines for ontology development, they only
identify terms and concepts which involves results only of the first
phase of the followed methodology, other works such as in [50]
where an ontology (taxonomy) is presented, however, this model
was not translated into an ontology language. A few works such as
[41, 44, 45] formalise the ontology, which means that the
taxonomy or knowledge model domain was converted into an
ontology language. In this sense, our work presents a validated
ontology for the coding phase of the software development
process, which a phase not addressed by any of the works that
achieve the formalisation phase.
(iii) The main research implication of this work is the knowledge
condensation through ontologies because previous research has
modelled knowledge condensation empirically [13]. Therefore, our
work established terms and concepts to work with ontologies in the
coding phase of the software development cycle, so this ontology
could help to condensate the knowledge by sharing terms and
concepts of how to capture and classify the knowledge. Moreover,
since the process of development and validation of ontology is
described, other researchers or developers can follow our process
to develop their ontology.
(iv) The practical implication is that the developers can use the
presented ontology for the development of a knowledge expertise
system, similarly to the entity relation model in databases. This
system could manage the sources used by the developers to solve
problems or doubts, so the ontology will serve as a reasoner about
a developer expertise need, see the query in Fig. 8. The resources
will be stored according to the terms and concepts established in
the ontology.

7 Conclusions
In this work, we addressed the expertise location problem to reduce
architectural knowledge vaporisation in the software development
lifecycle, through an ontology obtained over interviews, a focus
group and a survey form. The ontology links the artefacts
(resources) with his creators (provider) and with the project where
it was used. We identified works that reported ontologies that
support different activities or phases in software development,
however, these works do not follow a specific methodology to
develop ontologies. On the other hand, we found some works that
present an ontology based on a literature review, this means that
neither those have a formal approach to developing an ontology
nor an adequate evaluation. Consequently, some of the found
ontologies are not formalised, it means that the model presented on
the works found is not ready to take advantage in a system.

Our proposal presents a description of the development process
of an ontology (formalised) including their evaluation, it means
that the model is ready to implement in a system. The main
contributions of this work are the support to expertise location

through an ontology that can link the information about
programmers or any member of a team with the resources used in a
project. Therefore, the developer will be able to identify the
provider or the source of an artefact, or developers with the
knowledge to solve problems or doubts in a specific domain. It will
mitigate the time wasted trying to find solutions to solve problems
or doubts, consequently, the knowledge reuse will help to reduce
the architectural knowledge vaporisation.

In this sense, another contribution is the approach of knowledge
condensation concept is presented using ontologies. In the work of
Borrego et al. [13] the knowledge condensation is presented, as
well as a technological implementation of the same concept, where
the knowledge classification is carried out through a mechanism of
semi-fixed social tagging. It is referred as semi-fixed because
developers could use any tag, but it must be related to a fixed meta-
tag of a classification scheme (similar to a taxonomy), which was
obtained through various empirical studies. Thus, knowledge
classification is not based on a formal process to develop
ontologies. In this paper, we present the first efforts of an
implementation of the knowledge condensation concept, where the
classification mechanism is based on an ontology formally
obtained and validated. In consequence, using an ontology enable
automated reasoning about architectural knowledge (artefacts and
experts), reasoning with concepts and relationships similar to the
way humans perceived interlinked concepts and a model that
evolves with grow of data without affecting processes. As future
work, this ontology will serve as the language to enable automated
reasoning about high-level knowledge (expertise) according to the
needs of developers trying to solve problems or doubts.
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Abstract. Trust is one of the key factors involved in 

determining the success or failure of any project. 
However, achieving and maintaining trust in distributed 
projects when team members are geographically, 
temporally and culturally distant from each other is a 
considerable challenge. In this paper, we present Trusty, 
a tool designed to help develop trust in Virtual Teams. 
The tool is explained by using a schema of 
trustworthiness, and an indication of how the tool 
supports some features of these schema in order to 
foster the development of trust is therefore provided. 
Users have also evaluated the tool, and the results of 
this evaluation are presented here. 

Keywords. Global software development, 

trustworthiness, virtual teams. 

1 Introduction 

The last few decades have witnessed a steady, 
irreversible trend towards the globalisation of 
business. Economic forces are relentlessly turning 
national markets into global markets and spawning 
new forms of competition and cooperation that 
reach across national boundaries. This change is 
having a profound impact on not only marketing 
and distribution, but also the way in which products 
are conceived, designed, constructed, tested, and 
delivered to customers [1]. 

Companies are therefore expanding globally, 
and are distributing their teams around the world 

by a variety of means such as acquisitions, 
partnerships, and outsourcing. As globalisation 
becomes more prevalent, many companies are 
evolving their approach and practices, and thus 
perhaps demonstrating the maturity of the 
distributed model. It is the age of Virtual Teams 
(VTs), in which members use technology to 
interact with one another across geographic, 
organisational, and other boundaries [2]. VTs can 
be composed of the best individuals for the task 
regardless of their physical or organisational 
location, thus enhancing the quality of decisions 
[3]. Furthermore, in order to attract and retain 
employees, and knowledge workers in particular, 
organisations are increasingly offering their 
employees remote working options [4]. Overall, 
VTs provide an effective structural mechanism with 
which to handle the increased travel, time, 
coordination, and costs associated with bringing 
together geographically, temporally, and 
functionally dispersed employees to work on a 
common task. Over the last decade, researchers 
have sought to understand the benefits and costs 
associated with VTs. Given this, there is now a 
burgeoning amount of literature on VTs that spans 
multiple disciplines [5]. 

Nevertheless, various challenges appear in 
VTs, one of which is a lack of trust that leads to 
other important consequences such as “poor 
socialisation and socio-cultural fit, absence of 
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conflict handling and lack of cognitive-based trust, 
increasing monitoring, inconsistency in work 
practices and both a decrease and unpredictability 
in communication” [6, 7]. Lack of trust can thus 
cause a decrease in productivity, quality and 
information exchange. 

It is, however, difficult to build and foster trust 
by using an application, since the conditions 
associated with distribution are very demanding 
owing to the fact that most of the traditional 
sources of trust do not exist in networked 
conditions. Consequently, trust in networks may 
emerge occasionally, but maintaining and fostering 
it is particularly challenging [7-11]. 

Our awareness of this problem led us to study 
how this lack of trust could be avoided or 
decreased. Social Networking Sites (SNS), may be 
one alternative that can be used for this purpose, 
since they have the capacity to permit members of 
a virtual group to share experiences, exchange 
information and present themselves in real-time 
[10]. These features of SNS encouraged us to 
develop a tool based on the idea of a social 
network that helps to build trust among VT users. 
This tool is called Trusty. 

The Trusty tool was therefore designed with the 
purpose of facilitating the fostering of trust among 
team members. The functionality of "Trusty" has 
consequently been aligned and presented 
according to the schema of trustworthiness 
proposed by [11]. Furthermore, in this paper we 
present the results of the mechanisms and 
information elements of Trusty as regards their 
trustworthiness, which were tested by 100 
developers from 5 different cities in Mexico. 

2 Background 

In the literature, the term “trust” acquires various 
meanings according the context in which it 
appears. Trust is generally defined as a “positive 
characteristic leading to desirable behavior and 
outcomes”. According to [12], it is therefore 
possible to find different types of trust, which are: 

i) Personal or impersonal, including cognitive 
trust, which refers to beliefs about others’ 
competence and reliability. This can lead 
individuals to engage in less self-protective 
actions and be more likely to take risks. This 

type also includes affective trust, which 
refers to what arises from emotional ties 
among group members that reflect beliefs 
about reciprocated care and concerns. 

ii) Swift or fragile. Swift trust occurs when 
people obtain trust from previous settings in 
the present. This emerges in a work context 
and in a limited history of working together, 
diverse member skills, etc. Fragile trust is a 
positive trust that is vulnerable to 
opportunistic defections. It generally 
develops early in a team's life cycle [13]. 

iii) Positive or Negative. Even when positive 
trust is desirable, negative trust and distrust 
may emerge. Negative cognitive trust occurs 
when a trustor believes that a trustee will not 
fulfil commitments and does not have the 
necessary competencies and skills to make 
an effective contribution. Mistrust may 
therefore stem from the unknown and can 
change to positive trust if expectations are 
met or exceeded. 

Trust building is important, but more important is 
the initial trust building, because it is a process in 
which the trustee’s trustworthiness is evaluated 
and expectations are negotiated [14], such that if 
the expectations about a trustee are not clear and 
well set out from the beginning, subsequent efforts 
to achieve or maintain trust will be useless [13]. 

3 Schema of Trustworthiness 

All of the above has led different researchers to 
make efforts to develop and maintain trust during 
virtual teamwork [4, 15-17] in which they have 
identified that external signals (reputation, roles, 
rules), and intrinsic factors (predisposition to trust), 
determine initial swift trust. Moreover, 
assessments of benevolence and the continued 
assessment of integrity determine trust during the 
final stages of work, signifying that external signals 
(reputation, roles and rules), and intrinsic factors 
(predisposition to trust), determine initial swift trust. 
An appreciation of ability and integrity (cognitive 
trust), also enables trust to be established when a 
team first begins to work together. Benevolence 
(affective trust) ,and the continued assessment of 
integrity similarly determine trust in the later 
stages [13].  
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Fig. 1. Model for the schema of trustworthiness proposed in [11]  

  

Fig. 2. Trusty tool view Fig. 3. Public profile information provided by trusty 
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The features of trust described previously are 
used by the authors of [11], to propose a method 
with which to improve the creation of interpersonal 
trust in a virtual team, the type of trust in which we 
are interested for this study. 

The proposal from the aforementioned study 
will be used to show how the Trusty tool fosters 
interpersonal trust in VTs. The schema of 
trustworthiness, which has five main categories as 
is shown in Figure 1, is summarised in the 
following section. 

4 Fostering Trust with Trusty 

Trusty is a tool which was designed with the goal 
of fostering trust in VT’s (see Figure 2). Trusty was 
developed to have the following main capabilities: 

 To provide useful information about co-
workers, focusing on easing the 
communication among team members.  

 To provide mechanisms through which to 
share informal information in order to increase 
the friendship among members and, 
consequently, the team’s spirit of trust. 

 To provide mechanisms to support 
communication by means of a set of 
groupware tools. 

 To provide mechanisms to support 
knowledge sharing. 

 To provide mechanisms to support 
coordination by means of event creation 
and sharing. 

 To provide reports on and statistical analyses 
of the social network supported by the tool in 
order to help project leaders to obtain feedback 
about members’ interactions. 

We have taken the schema of trustworthiness 
proposed by [11], as a reference model to explain 
how Trusty tool fosters trust during teamwork.  

In this section we therefore describe how 
reliability can be perceived by a Trustor as regards 
the information elements that impact on the 
categories proposed in the schema 
of trustworthiness. 

4.1 Communality  

The first category that [11] considers important in 
order to foster trust is communality, which refers to 
the personal characteristics that the trustor has in 
common with the trustee. This can be any shared 
characteristic, like a similar goal that they wish to 
achieve, shared language use, common identity 
characteristics or shared values. 

Trusty attempts to foster Communality by 
providing different types of information stated in 
three profiles: a public profile, a project group 
profile and a personal profile (see Figure 3A). 
These allow trustees to discover any 
characteristics that they may have in common with 
a particular trustee.  

The public profile shows general information 
about stakeholders (trustee). It is therefore visible 
to all the people in the organisation in order to 
provide information that will allow them, for 
instance, to communicate with each other. The 
information shown in this profile is considered to be 
common (gender, nationality, native language and 
level of knowledge of foreign languages). 

We considered that it was necessary to show 
information regarding gender (see Figure 3A) 
because some people feel more comfortable 
interacting with people of the same gender, or vice 
versa and sometimes it is difficult to know whether 
you are interacting with a man or a woman just by 
their name. A mistake of this nature may 
be offensive or embarrassing [18].  

Furthermore, the language is very important for 
communality, since it can be a key factor (see 
Figure 3B). This is because the language will be 
the communication system that will allow the 
stakeholders to communicate and exchange their 
ideas [19-21].  

It is thus important to know a trustee’s level of 
knowledge of languages because the common 
language among stakeholders could increase the 
trust needed to start an interaction  [22]. The 
objective of the project profile is to share 
information about those members who are working 
on the same project, which might make 
communication and coordination easier (see 
Figure 4). 
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Fig. 4. Project group profile information provided by trusty 

 

Fig. 5. Personal profile information provided by trusty 
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This profile includes all the information in the 
public profile and also appends (see Figure 4A) 
project-related information such as the name of the 
project on which a person is working or has 
worked, their role in the project, current activities, 
forthcoming events (see Figure 4B), etc. 
Information concerning people skills (see Figure 
4C) and place of work (see Figure 4D) can also be 
included. This information helps to locate where 
the other person is, as communicating with a 
colleague without knowing where that person is 
located may sometimes make one feel 
uncomfortable [23]. 

This information allows the trustor to discover 
features that s/he may have in common with the 
trustee, signifying that using information related to 
the type of project, role and knowledge can help to 
generate more willingness to interact [24]. 

The personal profile helps to share more private 
aspects, which is critical when attempting to foster 
trust. For instance, the culture a person is from may 
allow trust to be fostered among partners because 
culture plays a key role in the context of VTs [25], 
since it is clearly reasonable to believe that if you 
know more about a person, you might have more 
criteria to decide whether that person is 
trustworthy. Moreover, according to [26], how well 
people know each other has an impact on team 
spirit. This profile gives people the opportunity to 
share more information about themselves and to 
provide a channel for informal communication in 
VTs, with the objective of increasing mutual 
knowledge and helping to build trust [23]. The 
personal profile (see Figure 5) includes other data 
items that are specifically related to the person in 
order to encourage interpersonal interaction. This 
profile is only visible to people that have been 
previously accepted as “friends”. The importance 
of understanding cultural differences and the 
relevance this can have in the successful 
completion of projects should not be 
underestimated [25], since a trustor could feel 
more comfortable starting an interaction with a 
trustee from the same or a similar culture (see 
Figure 5A) [27]. In contrast, the interest information 
(see Figure 5B) provides data concerning personal 
preferences, such as hobbies, activities, etc.  So, 
unlike other (social networks) tools, the personal 
profile of Trusty is oriented to establish a formal 
communication, and do it as smoothly as possible, 

among the team members providing information 
such as culture, hobbies, personal interests, etc.; 
one of the reasons for adding this type of 
information elements is for users to find their 
personal interest characteristics with their 
colleagues, to facilitate the starting of 
communication and to form their working 
community. 

Trusty additionally includes the information 
element “contact by” which allows a trustee to 
indicate the means by which media s/he prefers to 
be contacted (see Figure 2).  That is, when a 
trustor identifies that a possible trustee has chosen 
the same means of communication, this could 
encourage the trustor to contact him/her since they 
could interact by the same means in a comfortable 
manner.  

4.2 Ability 

In order to foster trust, it is important to know a 
trustee’s capabilities, determined by knowledge, 
skills and competences, which enable tasks to be 
performed within a specific domain. 

The project group profile provides two sections 
in which abilities are shown: Information about the 
trustee’s roles and the project in which s/he is 
involved (Figure 6A) and type of experience with 
technology use (Figure 6B). The personal profile 
also provides more data about skills and 
knowledge [28], such as previous work experience 
(Figure 6C) and academic studies (Figure 6D). 
This information will allow the trustor to perceive a 
trustee’s capabilities in a rapid and explicit manner. 
This kind of information could be useful when 
assigning tasks, and more so when these tasks are 
critical to a project [29]. 

4.3 Benevolence 

This category refers to the perceived level of 
courtesy and positive attitude a trustee displays 
towards the trustor. It includes the extent to which 
a person seems: willing to help, available, sharing, 
to have faith in intentions, receptive, kind, open, 
caring and committed. Controlling benevolence in 
a tool can be a challenge. 

However, we explain how we believe that the 
different features of Trusty could help a trustor to 
detect the positive attitude towards collaboration 
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that a particular person has (willingness to help, 
availability and sharing). 

One important characteristic of Trusty is the 
existence of a mechanism that detects availability 
for contact [24], identifying the best moment at 
which to initiate communication with other users 
based on their personal preferences. To do this, 
user profiles in Trusty show information about the 
user’s working hours, the time at his/her site, and 
the most important aspects of his/her current 
status regarding availability, his/her preferred time 
to be contacted, etc. It should be highlighted that 
users provide some of this information when they 
define their profiles (see Figure 7). 

Trusty includes a mechanism that helps to 
choose the best moment at which to initiate 
communication with another user based on 
people’s personal preferences. 

To do this, each person provides, and his/her 
profile shows, information about their working 
hours, their current status regarding availability 
(see right-hand side of Trusty screens in Figure 2), 
the time people prefer to be contacted, etc. In 
addition, it has been shown that interruptions have 
a negative impact on task completion time [14, 30], 
decision-making [31, 32], and people’s emotional 
states [33]. Interruptions may also result in 
prospective memory failure [30, 34], which refers 
to the fact that an individual may have a problem 
remembering what s/he has to do as regards a 
planned task (or in this case, the interrupted task). 
Moreover, in order to make this information clearer 
for the users, Trusty represents the user’s status 
with a colour code similar to that of CWS [35]. This 
colour code is guided by the selective availability 
criteria [36], such as "I am available only to people 
who are related to the task I am dealing with now 
and am not available to other people”.  

Trusty does this by using different colours on 
the photo frame in the panel on the right of the 
screen in order to indicate whether or not it is an 
appropriate moment to start a synchronous 
interaction with the other person. There are five 
possible colours (blue, green, yellow, orange and 
red). The colour code for the photo frame, taking 
into account the setting of the current status and 
the time at the site with regard to the hours at which 
that person prefers to be contacted. 

 

Fig. 6. Ability to view information using trusty 

 

Fig. 7. Availability view 

 

Fig. 8. Statistics (SNA) view 

 
 

Computación y Sistemas, Vol. 22, No. 2, 2018, pp. 463–481
doi: 10.13053/CyS-22-2-2491

A Social Network to Increase Collaboration and Coordination in Distributed Teams 469

ISSN 2007-9737



Another of the capabilities that we wished to 
include in the design of Trusty was that of obtaining 
information about the usage of the tool by team 
members. This information may, for example, be 
useful in detecting that a particular person is 
undergoing message overload or the lack of 
interaction between certain team members. The 
algorithm that makes this possible is based on 
SNA [37]. The information is shown as a graph on 
which nodes represent Trusty users (see Figure 
8C). This statistical mechanism is accessible to 
project managers and system administrators. The 
tool can be used to analyse various aspects of 
interaction on the social network, including 

message traffic, event publication, wall usage, 
profile visits, and knowledge repository usage (see 
Figure 8A). We therefore believe that this tool 
helps to increase positive leadership, team spirit 
and enthusiasm because it helps, for instance, to 
detect a particular worker’s overload or whether 
there is a person who might have communication 
problems since s/he does not use any 
communication mechanisms (see Figure 8B). It is 
also possible to discover benevolence by 
analysing which people are contacted most often 
and whether or not they respond. This allows a 
trustor to “infer” whether the trustee is an open, 
kind or receptive person.  

Table 1. Trusty versus continuous coordination tools 
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Table 2. Trusty versus enterprise social networks 
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For instance, in Figure 8C we can see that there 
are several isolated nodes (Pablo, Jaime Alberto 
and Francisco), and this may be a sign of a 
problem, since as all these people are working on 
the same project it is logical to believe that all of 
them have to use some type of communication. 
When the project manager detects this situation by 
looking at the graph, s/he should attempt to find out 
why this situation has occurred. It might be that 
these people are on holiday at that time, and it is 
not therefore a problem. However, it could be a 
problem if these people do not communicate 
because they are shy or have problems 
understanding the messages, etc.  In contrast, the 
node tagged as “Ana Lourdes” shows a lot of 
interaction with several members, and the project 
manager could therefore attempt to find out 
whether this person is overloaded or is an expert 
in a topic and is helping other teams’ members. 

Social Networks Analysis (SNA) [38], permits 
us to infer that a trustee has the characteristic of 
openness by viewing the items shared and the 
interest taken as regards interacting, even if s/he 
constantly responds to requests to interact [39]. 
The trustor can also infer whether a trustee is 
committed [40] and is interested in what is 
happening around the trustor, i.e. whether the 
trustee constantly participates on the trustor’ wall. 
Moreover, when a trustee provides his/her 
availability schedule, a commitment indicator is 
shown.  

According to literature, SNS is a good method 
with which to build trust in virtual teams. 
Furthermore, SNA can be used to obtain different 
information about team members, which might 
help to predict or detect possible problems in 
virtual teams, such as people who are isolated or 
overloaded, or a lack of communication among 
those that work in coupling tasks. 

4.4 Internalised Norms 

This category refers to the intrinsic moral norms a 
trustee uses to guard his/her actions. These differ 
from benevolence in that they are directed towards 
others in general, rather than toward a specific 
trustor. This includes the extent to which a person 
seems to have: integrity, discretion, honesty, 
fairness and loyalty [11]. 

The internalised norms are not potentiated with 
the tool, as we believe that they are very particular 
aspects of people’s personalities. They have not 
therefore been considered when designing Trusty. 
However, Language Analysis regarding how a 
trustee uses the chat and walls could serve to infer 
some people’s values. This language issue is not, 
however, within the scope of Trusty. 

4.5 Accountability 

This is the last category of the schema (see Figure 
1) and refers to the degree to which a person is 
liable and accountable for his/her acts and meets 
the expectations of another person. It includes the 
extent to which a person seems to be: reliable, 
consistent, self- confident, persistent 
and responsible. 

Trusty provides a list per project showing in 
which projects the trustor is involved. The items of 
information obtained from this list are project 
name, date joined, role, start date and completion 
of the project (responsibility). This kind of 
information makes it possible to know the 
workloads that teamwork members have accepted 
[41], and a trustor can therefore consult this 
information in order to see what responsibilities a 
person has and whether that person tends to 
meet deadlines. 

5 Differences between this Social 
Application and Others 

Several applications can support trust building in 
VT’s. Table 1 shows a comparison between 
"Trusty" and various other continuous coordination 
tools. This comparison was performed according to 
how this tool fulfils the schema of trustworthiness 
proposed by [11]. A brief description of these tools 
is presented as follows: 

 Palantír [42]: This application fosters 
benevolence towards the other team members, 
since it is possible to know which member has 
edited a module (commitment) and whether the 
task was completed (responsibility). 
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Table 3. Factors and internal consistency 

# 
 ITEMS Factors 

1 2 3 4 5 

1 The information that Trusty distributes forms part of my work activities. .657     
2 The information that Trusty shows is in accordance with my 

communication needs at work. .723     
3 Trusty’s information elements could help me to resolve any doubts I may 

have about my colleagues’ experience. .537     
4 Trusty shows different information profiles that could help me to identify a 

colleague with similar interests to my own. .445     
5 The Trusty Project Group Profile shows information about a colleague’s 

software development skills  .682    
6 I would be prepared to use Trusty to obtain information about my 

colleagues’ expertise  .737    
7 Trusty allows me to analyse a colleague’s level of interactions with the 

work group  .521    
8 Trusty provides information about colleagues in a clear way 

 .731    
9 A colleague’s availability mechanism is appropriate as regards determining 

the best moment at which to contact me   .574   
10 The mechanism used to determine the best moment at which to contact a 

colleague is appropriate.   .551   
11 The assistance that I receive from the colour code in order to determine a 

colleague’s state of availability is easy to understand.   .674   
12 Using Trusty to communicate with my colleagues is appropriate and 

useful.   .671   
13 The information provided about a colleague is sufficient for me to be able 

to contact him/her.   .678   
14 I shall recommend Trusty to my colleagues.    .538  
15 If anyone asks me about the Trusty system, I shall recommend it to them.    .496  
16 I shall encourage my colleagues to use the different services provided by 

Trusty.    .686  
17 If my organisation adopts Trusty, I shall use it to communicate with my 

colleagues    .574  
18 The personal information included in Trusty does not have a negative 

effect on me.    .727  
19 When using Trusty, it is easy to navigate and discover all that I need to 

know about my colleagues.    .459  
20 All the information provided by Trusty is supported in the software 

development work activities.    .438  
21 The image projected as regards the information provided by Trusty is one 

of integrity and good values to communicate with colleagues     .635 

22 I can be sure that the use of my personal information will be managed with 
discretion and not made public, but will only be used by the organisation.     .607 

23 The information provided by Trusty is truthful and verifiable.     .640 

24 The information in Trusty can keep me informed about a colleague’s 
workload.     .553 

25 I consider that I could become skilled in the use of Trusty in a short 
amount of time.     .551 

26 Trusty is able to provide me with information about a colleague’s project 
commitments.     .552 

27 I consider that the information that Trusty distributes is consistent with the 
communication among colleagues in Software Development     .690 

Accumulated variance =56.87 
Cronbach’s Alpha = 0.917  
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 Workspace Activity Viewer [43]: This 
application helps to create more accurate 
expectations (commitment), since it illustrates 
each member’s prior performance 
(competence). 

 Ariadne [30]: This application permits team 
members to monitor themselves (availability).  It 
also provides an interactive analysis, which 
permits the project manager to adjust team 
members’ tasks (responsibility).  

 World View [30]: It uses intuitive visualisations 
to explain the team members’ status by 
identifying relevant tasks (competence),  
irrelevant tasks (communality), and 
dependences (commitment). 

As the results in Table 1 show, Trusty is the 
most complete application as regards fulfilling the 
schema of trustworthiness. 

On the other hand, in Table 2 is shown a 
comparison between Trusty and social networks. It 
is important to highlight that the social networks 
selected have been promoted for use in 
companies.  A description of these social networks 
is presented as follows: 

 Yammer [44]: This social network includes 
microblogging, private chats, shared 
workspaces (availability) and document 
exchange (sharing). 

 Zyncro [32]: This social network was designed 
to allow employees to recognize each other, 
which promotes engagement (commitment) 
with the enterprise. 

 Kudos [45]: It is a microblogging application, 
which includes an employee recognition 
program and a corporate social network 
designed to engage the enterprise team with 
enhanced communication, collaboration, 
appreciation, recognition, and rewards 
(competence). 

 Facebook [46]: The main features are sharing 
and communication among contacts 
considered as “friends” (sharing). This utility 
also permanently shows its members’ public 
profiles (communality), signifying that it is 
possible to access personal data. 

 Twitter [47]: Users can describe an actual 
situation or discuss a specific topic (sharing). 

These comments can be followed by users, 
thus allowing them to keep up to date with their 
topics of interest. 

 LinkedIn [48]: It is thus possible to contact 
professional colleagues or old schoolmates. 
This network also makes it possible to become 
known in the professional field in order to find a 
job (communality).  

 IBM Social Business (SB) [49]: This Social 
Business can help an organization extend 
customer relationships, generate new ideas 
faster (sharing), identify expertise (communally) 
and enable a more effective workforce 
(commitment). 

 Table 2 shows Trusty as the social network that 
provides the most features to help develop 
trust. The fact that the SNS Analysis is included 
provides it with an important competitiveness 
and advantage over the other social networks, 
as important information can be obtained from 
these analyses. The differences shown in this 
section, with respect to Trusty's characteristics 
against other tools, were possible to determine 
by means of the factors of the Rusman 
Schema, since its factors helped us to make an 
analysis centered on the characteristics of 
Trustworthiness. With this it was possible to 
identify the shortcomings of the tools in terms of 
these factors and from there it could be possible 
to propose more suitable designs for the 
promotion of Trustworthiness among different 
users of an organization or virtual community. 

6 Evaluation 

The objective of this evaluation was to perceive 
the trustworthiness of Trusty by analysing users’ 
opinions with regard to the performance of its 
mechanisms and services. 

6.1 Design of the Study 

A scenario was therefore designed whose 
objective was to test all the Trusty options, 
signifying that the users had to carry out all the 
activities indicated in the scenario. In order to test 
the trustworthiness of the application, we designed 
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a questionnaire on the basis of the schema of 
trustworthiness proposed by [11]. 

The decision was made to first carry out a pilot 
evaluation in order to test whether the scenario 
was as complete as possible (all the main 
functionalities were dealt with) and that the 
questionnaire was easy to understand. Two 
experts in Software Development created the 
activities and answered the questionnaire.  They 
detected various limitations in the tool when it was 
used with Mac and they also suggested the 
addition of more activities in the evaluation 
scenario. Trusty was therefore improved and the 
proposed activities were added. 

6.2 Subjects 

The participants were 100 workers from different 
companies in five different Mexican cities. All of 
them were participating or had participated in 
Software projects. Their average age was 32 years 
old, and they all had at least three (3) years of 
experience in Software Development. All of them 
had Bachelor’s degrees (BSc) in computer science 
or similar and eight (8) had Master’s degrees 
(MSc) in computer science. They had different 
roles, i.e. there were 10 project managers, 2 
testers, 25 programmers, 30 analysts, and one 
researcher. The remaining 33 respondents had 
played several roles, including programmer, 
analyst, tester or project manager. Each person 
was a member of a different software development 
enterprise in different geographical locations and 
they carried out the evaluation activities in their 
own workplaces. 

6.3 Materials 

This section describes the different materials used: 

Scenario Document: This document 
described a set of scenarios for the fifteen activities 
that users have to perform in order to try out all the 
basic features of the tool. 

Questionnaire regarding the tool: The 
questionnaire used to measure trustworthiness 
contained 27 questions quantified using a Likert 
scale of 1 (strongly disagree) to 5 (strongly agree). 
The average time needed to respond to the 
questionnaire was 15 minutes. Before responding 

to the questionnaire the participants were asked to 
state their years of experience in software 
development, their age, highest qualifications and 
the role they played in the organisation. This 
questionnaires  was designed by using the  
schema of trustworthiness proposed by [11] to 
create an initial set of 50 questions to which the 
aforementioned people would respond. This 
preliminary format then was presented to a group 
of experts (psychologists and software engineers) 
in order for them to evaluate it. The analysis carried 
out allowed us to select the 32 questions contained 
in the first version of the trustworthiness 
questionnaire.  

The concurrent validity of the questionnaire was 
obtained by means of contrasted groups obtained 
using the t test for independent samples, with the 
aim of identifying the questions that would show 
which participants had obtained a low mark as 
regards their perception of trustworthiness, and 
which had obtained high marks. We discovered 
that the total number of questions had p values of 
less than 0.05, i.e. all of them were discriminatory 
and were sensitive as regards identifying low and 
high marks. We next developed a frequency 
analysis of the questions in order to eliminate those 
that were most biased and had an asymmetric 
distribution, thus reducing the number of questions 
in the questionnaire to 27, which were then 
subjected to an exploratory factorial analysis using 
orthogonal rotation techniques in which the 
saturation point was 0.40.  

This initially showed seven factors, five of which 
contained three or more questions. Those factors 
containing less than three questions were 
eliminated, leaving us with five factors. This 
factorial structure of 27 questions proved to be the 
most psychometrically appropriate and consistent, 
and was as follows:  

 Factor 1: Communality (4 items). 

 Factor 2: Ability (4 items). 

 Factor 3: Benevolence (5 items). 

 Factor 4: Internalized norms (7 items). 

 Factor 5: Accountability (7 items). 

The five factors, along with their respective 
questions, accumulated variance and Cronbach’s 
alpha are shown in Table 3.  
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Table 4. Communality results 

ITEMS Mean 

(std dev.) 

1. The information that Trusty distributes forms a part of my work activities. 
3.72 (0.780) 

2. The information that Trusty shows is in accordance with my communication 
needs at work.  

3.67 (0.753) 

3. Trusty’s information elements could help me to resolve any doubts I may have 
about my colleagues’ expertise.  

3.66 (0.879) 

4. Trusty shows different information profiles that could help me to identify a 
colleague with characteristics that are similar to my own.  

3.76 (0.698) 

Total 3.70 (0.046) 

Table 5. Ability results 

ITEMS Mean 

(std dev.) 

5. The Trusty Project Group profile shows information about a colleague’s 
software development skills.  

3.10 (0.870) 

6. I would be prepared to use Trusty to obtain information about a colleagues’ 
expertise.  

2.74 (1.088) 

7. Trusty allows me to analyse a colleague’s level of interactions with the work 
group.  

3.68 (0.634) 

8. Trusty provides information about colleagues in a clear way.  3.68 (0.764) 

Total 3.30 (0.463) 

Table 6. Benevolence results 

ITEMS Mean 

(std dev.) 

9. A colleague’s availability mechanism is appropriate as regards determining the 
best moment at which to contact me.  

3.80 (0.620) 

10. The mechanism used to determine the best moment at which to contact a 
colleague is appropriate. 

3.60 (0.696) 

11. The assistance that I receive from the colour code in order to determine a 
colleague’s state of availability is easy to understand.  

3.84 (0.581) 

12. Using Trusty to communicate with my colleagues is appropriate and useful. 
3.86 (0.697) 

13. The information provided about a colleague is sufficient for me to be able to 
contact him/her.  

3.57 (0.807) 

Total 3.73 (0.138) 
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The questionnaire as a whole obtained an 
internal consistence of α=0.917. 

6.4 Procedure 

Three activities were necessary for this evaluation, 
which were: 

i) Initial Meeting. The participants were introduced 
to the study and were provided with the Trusty tool 
and its user manual. 
ii) Trusty Activities. They were asked to perform the 
following activities with the tool, and they had one 
week to carry out the tasks: 

- Update their general information. 

- Update the profile of a project group. 

- Update their personal profile. 

- Perform searches to locate a user 
("Thomas"). 

- Locate the partners in the projects in which 
they were also involved, and identify their 
nationalities. 

- Locate and identify friends’ hobbies. 

- Post a message. 

- See next month’s events and their rates. 

- See posts. 

- Create a message. 

- Send a Chat message. 

- Use the Private Message chat application. 

- See the files in the "Documentation" 
repository. 

- Consult the amount of interactions in a 
user profile. 

- Create a repository and upload a file 

iii) On-exit survey. Finally, we asked the 
participants to fill in a questionnaire evaluating the 
trustworthiness of the System. 

6.5 Limitations 

The experiment described in this section and the 
methods used in order to evaluate it might have 
several weaknesses. The influence that these 
weaknesses may have had on the results is 
explained as follows: A) The results are focused on 
the participants’ opinions and we do not therefore 
know whether being exposed to the system 

changed their perception of the technology. These 
results are restricted to a group of developers who 
work in geographic locations in Mexico, and it will 
therefore be difficult to replicate the results.  B) 
Finally, this study is an exploratory work whose 
reach is focused on the trustworthiness of the use 
of Trusty in Software Development work 
environments. 

6.6 Results and Discussion 

The evaluation of Trusty was performed in 
collaboration with enterprises working in Global 
Software Development (GSD). The objective of 
this evaluation was to perceive the trustworthiness 
of Trusty by analysing users’ opinions as regards 
the performance of its mechanisms and services. 
A scenario was therefore designed whose 
objective was to test all the options of Trusty, 
signifying that the users had to carry out all the 
activities indicated in the scenario, after which we 
analysed the participants’ responses to the 
questions. The questionnaire was quantified using 
a Likert scale of 1 (strongly disagree) to 5 
(strongly agree). 

In the case of testing Trusty’s Communality, 
the mean communality score that users gave to 
Trusty was 3.70 (s.d.= 0.046), as is shown in Table 
5. We should state that the developers considered 
that the information distributed by Trusty is 
appropriate for DSD activities (mean = 3.72; s.d.= 
0.780) and that they also considered that Trusty 
provides useful information with which to identify a 
colleague’s characteristics.  

However, although Trusty provides 
communality with adequate support, the mean 
obtained would have been higher if more detailed 
information elements that would enable the trustor 
to identify personal characteristics that s/he has in 
common with the trustee had been provided (e.g. 
types of projects on which they have participated 
or a link to their personal network. 

In the case of testing Trusty’s Ability, the 
mean Ability score that users gave to Trusty was 
3.30 (s.d.= 0.463), as is shown in Table 5. 
According to the scale in the questionnaire, the 
developers considered that the information 
provided by Trusty is insufficient. This is evident if 
we observe the mean score obtained by Item 6, 
which was evaluated with a low mark (mean =2.74; 
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s.d.=1.088), since the participants considered that 
they were not given sufficient information about 
their colleagues’ skills. What is more, the 
information provided about the Project Group 
profile was not sufficient as regards their 
colleagues’ development skills or capabilities. 

In the case of testing Trusty’s Benevolence, 
the mean benevolence score that users gave to 
Trusty was 3.73 (s.d.= 0.138), as is shown in Table 
6. The participants considered that Trusty provides 
elements that allow them to perceive their 
colleagues’ level of availability and willingness to 

Table 7. Internalized norms results 

ITEMS Mean 

(std dev.) 

14. I shall recommend Trusty to my colleagues.  3.90 (0.732) 

15. If anyone asks me about the Trusty system, I shall recommend it to them.  4.00 (0.804) 

16. I shall encourage my colleagues to use the different services provided by 
Trusty.  

3.71 (0.902) 

17. If my organisation adopts Trusty, I shall use it to communicate with my 
colleagues.  

3.41 (0.889) 

18. The personal information included in Trusty does not have a negative effect 
on me.  

3.56 (0.935) 

19. When using Trusty, it is easy to navigate and discover all that I need to know 
about my colleagues.  

3.94 (0.694) 

20. All the information provided by Trusty is supported in the software 
development work activities.  

4.07 (0.590) 

Total 3.80 (0.245) 

Table 8. Accountability results 

ITEMS Mean 

(std dev.) 

21. The image projected as regards the information provided by Trusty is one 
of integrity and good values to communicate with colleagues.  

3.89 (0.665) 

22. I can be sure that the use of my personal information will be managed with 
discretion and not made public, but will only be used by the organisation.  

3.69 (0.748) 

23. The information provided by Trusty is truthful and verifiable.  3.62 (0.838) 

24. The information provided by Trusty can keep me informed about a 
colleague’s workload.  

3.66 (0.728) 

25. I consider that I could become skilled in the use of Trusty in a short amount 
of time.  

3.58 (0.755) 

26. Trusty is able to provide me with information about a colleague’s project 
commitments.  

3.27 (1.004) 

27. I consider that the information that Trusty distributes is consistent with the 
communication among colleagues in Software Development. 

3.90 (0.732) 

Total 3.66 (0.213) 
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help, as is evidenced by Item 12 (mean 3.86; 
s.d.=0.697). In this case they perceive that the 
information provided by Trusty is useful for them as 
regards contacting their colleagues at appropriate 
moments. We should also mention that, with 
regard to Item 11, they found that the colour code 
provided by Trusty in order to identify a colleague’s 
availability is easy to use and understand 
(mean=3.84; s.d.=0.581). 

In the case of testing Trusty’s Internalised 
norms, the mean Internalised norms score that 
users gave to Trusty was 3.80 (s.d.= 0.245), as is 
shown in Table 7. The participants considered that 
Trusty tool promotes activities in the Software 
Development work environment (mean=4.07; 
s.d.=0.590). They were also of the opinion that 
Trusty helped them to find information about their 
colleagues (mean=3.94; s.d.=0.694), thus 
promoting communication by means of different 
services (mean=3.71; s.d.=0.902), and signifying 
that they would recommend the tool to their 
colleagues (mean=4.00; 0.804). In general, the 
participants considered that Trusty provides 
information with which to find colleagues and that 
this information is used only to support 
work activities. 

In the case of testing Trusty’s Accountability, 
the mean Accountability score that users gave to 
Trusty was 3.66 (s.d.= 0.213), as is shown in Table 
8.  Trusty tool was considered to promote integrity 
and good values with the aim of communicating 
with colleagues (mean=3.89; s.d.=0.665), whilst 
respecting the discretion of the organisation of the 
information (mean=3.69; s.d.= 0.748). However, 
despite being a tool with which to exchange 
personal and professional information, Trusty was 
not considered sufficient as regards providing 
information about a colleague’s forthcoming 
engagements (mean=3.27; s.d.=1.004). 

The results obtained from the questionnaire do 
indicate that Trusty provides a suitable level of 
trustworthiness among software developers. 
However, an important adjustment should be made 
to it as regards Ability, since the mean scores 
obtained for the responses tended towards the 
neutral part of the scale (mean=3.30/5). In the case 
of the remaining dimensions, the participants 
tended to agree that the tool was useful, although 
Trusty should be adjusted in order to facilitate 
trustworthiness towards colleagues in an 

organisation, and it will therefore be necessary to 
include information elements or mechanisms that 
will enable trustworthiness towards colleagues to 
be enriched. 

7 Conclusions and Future Work 

In this paper we have described some of the 
challenges of VTs. Lack of trust is one of the 
challenges that also affects communication, 
coordination and control. In order to decrease 
these problems, we have developed Trusty, a tool 
that has been designed to help to develop trust 
among team members and also to make 
communication, coordination, and control easier. 
Trusty has been explained by following the schema 
of trustworthiness proposed by [11], and showing 
how Trusty covers most of the features included in 
this schema. 

Moreover, Trusty was tested by means of an 
evaluation at different software companies whose 
team members worked with geographically 
distributed co-workers. The results obtained have 
provided us with some insights into how Trusty was 
perceived by workers as regards its 
trustworthiness. These results provide evidence 
that users tend to agree that Trusty fosters 
elements related to Communality, Benevolence, 
Internalized norms and Accountability but that the 
information about Ability is not sufficient. It will be 
necessary to continue working on these aspects as 
there is still room for improvement. 

Trustworthiness was measured by creating a 
questionnaire based on the schema of [11], which 
obtained a high internal consistency (α=0.917), 
and we therefore consider that the questionnaire is 
both reliable and valid for the purposes of this 
measurement. This questionnaire can be used to 
measure the level of confidence fomented in the 
work group via the use of communication and/or 
coordination tools, using the information elements 
that are distributed with colleagues’ contextual, 
personal and professional information as a 
starting point. 

The results obtained have provided us with 
information that will allow us to identify those 
elements of the Rusman schema used in Trusty 
that were perceived to be the weakest. In this case, 
Ability was perceived to be the lowest, and we are 
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therefore contemplating a modified version of 
Trusty that will permit access to more detailed 
information as regards the information elements 
that Trusty currently provides, such that if the 
trustor requires more information about a trustee’s 
skills, it will be possible to obtain it.  

To conclude, we would like to state that Trusty 
could be used by any company or organisation 
whose teams are distributed throughout the world 
owing to a variety of collaboration strategies such 
as acquisitions, partnerships, and outsourcing. We 
believe that the tool will be very useful, principally 
in the first steps of collaboration during which 
people do not know each other and communication 
and collaboration among team members is 
important. 

Trusty could also be useful in academic 
settings, since there is a strong tendency to 
collaborate on projects with people from other 
countries.  When preparing a European project, it 
is advisable to create a multinational consortium in 
which not all the researchers have previous 
experience of working together, and Trusty could 
be a perfect means to start this collaboration and 
to help to develop trust and team spirit. Moreover, 
Trusty could help researchers to discover which 
person is the most suitable to ask for help when 
performing a particular task. 
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Synaptix: A Web Platform based on
Gamification Techniques for the Study of

Clinical Cases
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Abstract. In this paper we present a Web platform designed to allow
medical students and practitioners to study clinical cases on their own.
The main objective of this proposal is to address key problems inherent in
the traditional study of clinical cases by providing a tool that implements
techniques and elements of gamification, simulation, and serious games.
The proposed platform offers an improved learning experience through
a virtual environment that provides an alternative method for training
and interpretation of clinical cases for medical examinations. Medical
students and practitioners can play the role of a real doctor in a simulated
office. In particular, the platform allows medical students and practi-
tioners to learn through their mistakes without hurting human beings.
In addition, this platform is designed to allow users to add new clinical
cases and make them available for study. The platform was validated in a
local hospital by 8 medical practitioners. The participants indicated that
the platform design, the tutorials included, and the ease of use factors
are satisfactory.

Keywords: medical student, clinical case, gamification, simulation, se-
rious game.

1 Introduction

Gamification is the process of changing a set of traditional actions to an attrac-
tive gaming experience for the user [13]. Matallaoui et al. [11] define gamification
as “the use of game design elements in a context not related to the game, is an
interdisciplinary tool, where users are motivated to achieve certain behavioral or
psychological results”. Gamification also enables the development of immersive
games in virtual environments in which users are encouraged to perform desired
actions. In the academic field, gamification serves as a tool to facilitate teaching
and learning processes through collaborative environments [2].

Serious games (SGs) have a high impact as an instructional tool that benefits
from traditional game concepts and information and communication technolo-
gies. Serious games have allowed the implementation of simulations and realistic
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virtual environments, where players can experience adventures while acquiring,
practicing, and verifying knowledge. This represents a significant opportunity
for 21st century educators and trainers to improve their educational tools [1].

The traditional method for studying clinical cases is through information
sources such as books, articles, and automated tests. However, this method
usually leads medical students to a state of saturation, stress, and anxiety
given that, for example, the quantity and complexity of clinical cases to study
in exam periods is high. Moreover, the feedback received from this type of
information sources is limited. The study of clinical cases by medical students
and practitioners also takes advantage of the monitoring of patients in hospitals.
This study of clinical cases requires observation and analysis for long periods of
patients with diverse conditions, diseases, signs, and symptoms [9]. However, in
hospitals such as those known as “third level hospitals”, only critical patients
have long stays. The majority of patients are hospitalized for short periods of
time, which makes it difficult the generation and access of medical students to
a greater amount of knowledge that improves their learning experience and the
acquisition of skills related to clinical cases that depend on hospitalized patients.

Lifshitz [8] indicates that clinical cases can not be learned through memo-
rization or readings or through distance education strategies. In fact, the anal-
ysis of clinical cases has a very strong affective component because it implies
confrontation with illness and suffering. The discussion about the limits of the
teaching of clinical cases has not been solved, but this type of learning usu-
ally requires abilities for communication, physical examination, treatment, and
clinical reasoning. Lifshitz [8] also proposes a well defined structure to organize
and study clinical cases: 1) the approach to the patient, 2) the collection of
information, 3) the analysis of the information collected, 4) clinical procedures, 5)
the diagnostic decision, 6) the decision therapist, and 7) the decision Prognosis.
In this context, although there is great interest in the design and application
of guidelines in clinical practices for the prevention and care of diverse health
situations, greater attention must be paid to its implementation and effectiveness
in various practical scenarios [5].

The simulation of clinical cases involves a set of techniques that facilitate
medical students and practitioners the acquisition of knowledge and skills. In
particular, techniques and methods from fields such as artificial intelligence,
virtual and augmented reality, and human-computer interaction have enabled the
development of platforms that incorporate virtual scenarios, simulation models,
and multimedia materials to simulate different real situations (e.g., for the
analysis of clinical cases) [4]. Although simulation platforms do not replace the
real scenarios, these allow students to learn and practice in controlled media,
contributing to improve their skills and decrease the anxiety when performing an
exam or procedure. This type of platform also accelerates learning and enriches
the true interactions with the patients, helping medical students to avoid states
of saturation experienced with traditional learning methods [9].

In this paper, we present a platform designed to allow medical students and
practitioners to study clinical cases on their own. This platform represents an
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attempt to address key problems inherent in the traditional study of clinical cases
by providing a tool that implements techniques and elements of gamification,
simulation, and serious games. Its design takes into account the elements and
strategies that according to medical students and practitioners are required to
learn and practice clinical cases [10]. The paper is structured as follows. In
Section 2 we discuss related work. The proposed platform and corresponding
validation are presented in Section 3 and Section 4, respectively. Finally, con-
cluding remarks and future work are discussed in Section 5.

2 Related Work

The website The New England Journal of Medicine presents interactive medical
clinic cases designed according to the following interaction process: presentation
of the case, medical history of the patient, information of the physical exami-
nation, and finally, performs a test to provide feedback and solutions of correct
and incorrect answers [6]. However, although this website shows to users the
percentage of the result and the studies carried out, key elements of gamification
and serious games are not considered such as dashboard, unlock, and challenge.
Moreover, the interaction is based on text and 2D graphics, leaving aside the
implementation of 3D scenarios and simulations. The inclusion of additional
clinical cases by users is not allowed.

Nevin et al. [12] developed the Kaizen-Internal Medicine (Kaizen-IM) soft-
ware that includes elements of gamification. This tool involved a large number of
residents in a medical contest that facilitated the acquisition of new knowledge in
the academic period 2012-2013 in two training programs IM (internal medicine)
in the USA: the residency program in Internal Medicine at the University of
Alabama at Birmingham (UAB) and the University of Alabama Program at
Huntsville (UAH). The data was recorded at participant level and question.
The analyzes focused on the acceptance, use, and determination of the factors
associated with the loss of players (attrition) and the retention of knowledge.
The Kaizen-IM data provided information on modifiable factors associated with
student attrition and retention of knowledge that can serve to further enhance
the educational benefits of this strategy for students. This tool is an attempt
to demonstrate the benefits of incorporating elements of gamification in the
learning process of medical students. However, this software does not implement
3D simulations, but is based on strategies based on questions and answers.

Leba et al. [7] proposed an application for the training of medical students
in the field of anatomy with computed tomography images, using elements of
gamification, simulation, and serious games. It was designed in the context of an
educational software. This proposal represents an attempt to support modern
and practical methods of examination based on real cases useful for medical
students and teachers. However, this application for training was not validated
in a case study, the authors proposed only design guidelines.
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3 Synaptix

The Sypnatix platform was designed for the study of clinical cases that follow
the clinical practice guide of the federal government of Mexico [3]. Synaptix
implements elements and techniques of gamification, simulation, and serious
games. In particular, its design is based on a previous study by Marquez et al.
[10] in which data was collected from medical students and practitioners in order
to 1) identify key elements and learning strategies for the study and practice of
clinical cases, and 2) define how these elements and strategies should be taken
into account in the design of a learning platform that incorporates elements of
gamification for the study of clinical cases (see Figure 1) [10].

Fig. 1. Elements involved in the study of clinical cases [10].

The Synaptix platform incorporates the following elements of gamification
(which are common elements reported in the literature [14]):

– Points: represent the way in which the player is observed, classified, and
guided. In Synaptix, the user starts with 0 points. The points are cumulative
and depend on the correct answers provided by the user.

– Badges: mark the fulfillment of goals and the constant progress of the game.
Badges are activated as the user completes clinical cases on Synaptix.

– Levels: a marker for players to know where they are in a gaming experience.
In Synaptix, levels are activated as progress is made in solving clinical cases.

– Dashboard: an ordered list of names and its corresponding score. Synaptix
makes available information about the achievements of each user.

– Unlock: allows players to access another achievement after certain require-
ments are met. In Synaptix, objectives are unlocked as the user resolves
clinical cases.

– Challenges: offer players an address so they know what to do within the
world of the gamified experience. In Synaptix, the challenges are associated
with obtaining badges.
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Fig. 2. The architecture of Synaptix.

Figure 2 shows the main components of the Sypnatix’s architecture and
their relationship: 1) the elements of gamification mentioned above, 2) a 3D
virtual scenario, and 3) components related to the data management. These
components create an interactive experience by enabling medical students to
acquire, practice, and verify knowledge, which are key elements of SG and
simulation.

Fig. 3. Simulation of a doctor office and a virtual patient.

The virtual scenario provided by Synaptix for the study and practice clinical
cases is shown in Figure 3. This virtual scenario simulates a medical office and a
virtual patient. Medical students interact with the virtual patient by physically
examining, for example, its lungs and head. Additional information related to
clinical records or results of clinical studies (data that is sometimes taken into
account in clinical cases) is also displayed in the scenario. After the medical
student analyzed the data provided in the clinical case (i.e., physically examined
the virtual patient and its medical records), a series of questions and possible
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answers are displayed to evaluate whether the diagnosis and treatment suggested
by the student are correct. Synaptix provides feedback to medical students once
an answer is submitted. If the answer is incorrect, feedback about medications
or treatments is provided. The points obtained and the assigned badges are
activated in the user’s profile as shown in Figure 4.

Fig. 4. Dashboards that show the scores and points obtained by medical students.

Although Synaptix is designed for the study of clinical cases related to the
areas of internal medicine, surgery, gynecology and obstetrics, and pediatrics,
currently only clinical cases of internal medicines are included. Nevertheless,
Synaptix allows medical practitioners to include new clinical cases which are
then available for their analysis by medical students. The tools used in the devel-
opment of the Synaptix Web platform were Unity game development platform,
Php scripting language, and the Mysql database server. In order to carry out
the tests, it was posted on a web server: http://arevolution.com.mx/synaptix/

4 Validation

Synaptix was validated in a private local hospital by 8 medical students and
practitioners (4 female and 4 male). The validation session consisted of an
introduction by the authors about the functionality and characteristics of the
platform. Afterwards, the participants used the platform to practice available
clinical cases and answered a questionnaire. The instrument consisted of 29
items to measure 1) the design of the platform, 2) the instructions provided
by Synaptix, and 3) easy of use factor. Figure 5 and Figure 6 show the results
obtained in this evaluation phase.

The comments provided by participants include the following: 1) provide
further feedback or suggest additional information sources to the user once a
clinical case is carried out, 2) allow the user to make more questions to the virtual
patient, 3) indicate the specific areas the medical student needs to reinforce in
order to achieve better results, 4) provide greater details in the diagnosis, 5)
include better medical images, and 6) include more references about the clinical
cases presented. Finally, some participants emphasized the importance of badges
and individual scores as incentives.
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Fig. 5. Results of evaluating the design of Synaptix.

Fig. 6. Results of evaluating the easy of use of Synaptix.

5 Conclusions and Future Work

The main contribution of this paper is the design and implementation of a
platform that 1) incorporates elements of gamification, serious games, and sim-
ulation, and 2) takes into account the elements and strategies that according
to medical students and practitioners are required to learn and practice clinical
cases. The Synaptix Web platform is a gamified tool that attempts to serve
as an alternative method for the study of clinical cases, avoiding states of
saturation, fatigue, and anxiety in medical students and practitioners. Synaptix
was validated in a private local hospital by 8 medical students and practitioners.
The results demonstrated that participants find that the factors associated with
the design and easy of use of the platform is in general satisfactory. Future
research involves an evaluation to measure complex individual’s aspects such as
motivation, learning, and user engagement as well as the incorporation of virtual
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reality and augmented reality components in order to create more immersive
scenarios. Furthermore, AI techniques will be incorporated to enable the virtual
patients to develop some human-like behaviors.
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Context: The adoption of agile methods is a trend in global software development (GSD), but may result in many 

challenges. One important challenge is architectural knowledge (AK) management, since agile developers pre- 

fer sharing knowledge through face-to-face interactions, while in GSD the preferred manner is documents. Agile 

knowledge-sharing practices tend to predominate in GSD companies that practice agile development (AGSD), 

leading to a lack of documents, such as architectural designs, data models, deployment specifications, etc., re- 

sulting in the loss of AK over time, i.e., it vaporizes. 

Objective: In a previous study, we found that there is important AK in the log files of unstructured textual electronic 

media (UTEM), such as instant messengers, emails, forums, etc., which are the preferred means employed in AGSD 

to contact remote teammates. The objective of this paper is to present and evaluate a proposal with which to 

recover AK from UTEM logs. We developed and evaluated a prototype that implements our proposal in order to 

determine its feasibility. 

Method: The evaluation was performed by conducting a study with agile/global developers and students, who 

used the prototype and different UTEM to execute tasks that emulate common situations concerning AGSD teams’ 

lack of documentation during development phases. 

Results: Our prototype was considered a useful, usable and unobtrusive tool when retrieving AK from UTEM logs. 

The participants also preferred our prototype when searching for AK and found AK faster with the prototype than 

with UTEM when the origin of the AK required was unknown. 

Conclusion: The participants’ performance and perceptions when using our prototype provided evidence that 

our proposal could reduce AK vaporization in AGSD environments. These results encourage us to evaluate our 

proposal in a long-term test as future work. 

1. Introduction 

Agile and global software development (AGSD) is currently an im- 

portant trend [1] . In fact, VersionOne of the 11th annual state of agile 

report 1 states that 86% of the respondents had distributed teams practic- 

ing agile software development (ASD). AGSD leads to many challenges, 

given the inherent nature of both paradigms: ASD and global software 

development (GSD). On the one hand, GSD communication is commonly 

based on documents, i.e.,explicit knowledge, that decrease the effect of 

the four distances of this paradigm (physical, temporal, linguistic and 

cultural) [2] . On the other, the agile manifesto [3] states that in ASD, 

face-to-face interactions are preferable to following a strict communi- 

cation processes, and working software is preferable to comprehensive 

∗ Correspondence author. 

E-mail address: gilberto.borrego@uabc.edu.mx (G. Borrego). 
1 https://explore.versionone.com/state-of-agile/versionone-11th-annual- 

state-of-agile-report-2 . 

documentation, leaving the interpretation of the term “comprehensive ”

to each agile team [4] . In fact, ASD suggests that most documentation 

can be replaced by enhancing informal communication, i.e., a stronger 

emphasis on tacit knowledge rather than explicit knowledge [5] . How- 

ever, prioritizing communication in ASD does not mean disregarding 

formal documentation [6] . This shows an internal antagonism within 

AGSD, since tacit knowledge is preferred in ASD (face-to-face interac- 

tion) and explicit knowledge (based on documents) is preferred in GSD. 

In AGSD teams, tacit knowledge tends to predominate over explicit 

knowledge [6–8] , leading to a lack of documents concerning architec- 

tural design, user manuals, data models, updated requirements specifi- 

cation, etc., known as documentation debt [9] . AGSD teams are affected 

by documentation debt, particularly when there is insufficient explicit 
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architectural knowledge (AK). AK is composed of architectural design 

(including fundamental system concepts in its environment, embodied 

in its elements, relationships, and in the principles of its design and 

evolution [10] ) and of the design decisions and rationale used to attain 

architectural solutions [11] . 

One of the main problems in GSD is generally the lack of explicit 

knowledge (including AK) when stakeholders attempt to resolve pre- 

viously presented problems, especially when this occurs in small and 

medium companies [12,13] . The most significant causes of a lack of ex- 

plicit AK in AGSD teams are: (1) the most popular agile methods, 2 Scrum 

and XP [14,15] , specify AK in a very lax manner, leading to documents 

with informal notations [4] ; (2) the inherent time pressures of ASD cause 

the omission of appropriate documentation [16] , and (3) agile develop- 

ers consider that documentation is a secondary and non-creative activity 

[17] . 

In co-located ASD, the lack of AK documentation is mitigated by 

developers’ daily face-to-face interactions. In AGSD teams, however, 

the lack of AK documentation is often mitigated by communicating 

with remote teammates using unstructured textual electronic media 

(UTEM), such as emails, forums, comments boards, instant messenger, 

etc., mainly because UTEM reduce the language gap [18] . If remote 

teammates are unavailable or are unable to answer their questions, ag- 

ile/global developers usually attempt to obtain answers by analyzing 

source code [19] , which is time consuming. Furthermore, the knowl- 

edge obtained is generally unstructured, incomplete and inconsistent 

[20] , which does not guarantee that the software will evolve as planned 

at design time. 

Furthermore, literature reports that UTEM logs contain important 

AK for agile/global developers [19,21] , but that is unstructured, inac- 

cessible, dispersed and prone to be lost over time, i.e., prone to be vapor- 

ized [22] . Moreover, in AGSD teams, requirements and user stories are 

usually the only documented knowledge referring to software develop- 

ment tasks [19] ; there are also informal diagrams, but they are created 

only as an aid to problem understanding and are, therefore, considered 

as disposable documents. Furthermore, agile/global developers usually 

attempt to obtain AK from UTEM logs to mitigate this lack of documen- 

tation [19] . However, the problem is that UTEM are not designed to 

search AK, and developers usually use more than one UTEM to share 

knowledge, signifying there is no single point at which to find AK. It is, 

therefore, important that agile/global developers have efficient means 

to access the AK in UTEM logs to reduce AK vaporization. 

In this paper, we present the AK Condensation concept, conceived 

as a means to reduce AK vaporization in AGSD by taking advantage 

of the knowledge stored in UTEM logs, and by giving agile/global 

developers the means to search for the AK contained in the afore- 

mentioned logs at a single point. This concept was implemented in a 

tool evaluated by agile/global developers and students to determine 

its feasibility. The remainder of this paper is organized as follows: 

Section 2 presents the related works, while the concept of AK Conden- 

sation and its implementation are presented in Section 3 . Section 4 de- 

scribes the evaluation method, while Section 5 presents the evaluation 

results and Section 6 shows the threats to validity. Finally, a discus- 

sion of the results and our conclusion are presented in Sections 7 and 8 , 

respectively. 

2. Related work 

2.1. Architectural knowledge management in agile and global software 

development 

Knowledge management is currently an important part of any soft- 

ware development process. Dalkir [23] proposed that KM consists of cre- 

2 https://explore.versionone.com/state-of-agile/versionone-11th-annual- 

state-of-agile-report-2 . 

ating/capturing, sharing/disseminating and acquiring/applying knowl- 

edge assets, where: creating/capturing refers to developing new knowl- 

edge from experience and/or explicit knowledge, and then coding the 

knowledge in an agreed format; sharing/disseminating refers to storing 

knowledge in a common repository, sending it to the appropriate peo- 

ple or sharing it during a training session, and acquiring/applying refers 

to the learning process and using new knowledge in practice, with the 

possibility of creating knowledge to start the cycle again. This defini- 

tion could, therefore, be adapted to define AKM as the discipline of cre- 

ating/capturing, sharing/disseminating and acquiring/applying a soft- 

ware process’s AK assets. This adaptation is very close to Farenhorst and 

de Boer [24] AKM’s definition, which states that the aim of AKM is to 

codify software architects’ tacit knowledge explicitly in either structured 

or semi-structured knowledge bases. 

KM is a challenge in AGSD [25–27] , signifying that AKM is also a 

challenge. A critical part of AKM is the process of knowledge capturing, 

because the AGSD environment [16] and the agile developers’ attitudes 

[17] cause documentation debt [9] . Since an AGSD environment leads 

to a lack of captured AK, then the AKM phases of sharing/disseminating 

and acquiring/applying are also affected, because AK is shared and ac- 

quired on the basis of inappropriate documentation or even tacit knowl- 

edge. 

Several works address AKM in software engineering [28–32] , in 

GSD [33–37] , and even in ASD [6,38,39] ; however, these works do 

not cover AGSD environments. We, therefore, conducted a systematic 

mapping review (reported elsewhere [40] ), in which we identified nine 

approaches used to manage AK that were grouped into three areas: (1) 

artifact-based, (2) communication-based, and (3) methodology-based. 

The artifact-based documentation area refers to the use of software de- 

velopment support (repositories, wikis and groupware) to share AK, 

auto-generated documentation based on communication analysis (re- 

lating to emails and code repositories), and lightweight approaches 

to register architecture designs and decisions. The communication- 

based area refers to the use of videoconference and UTEM to dis- 

cuss and share knowledge, and the use of smartboards or elec- 

tronic displays to show information about project architecture. The 

methodology-based area refers to agile method modification by intro- 

ducing an architecting phase or an architect role to manage projects’ 

AK. 

We additionally observed that the papers reviewed evenly support 

the three phases of the integrated KM cycle [23] (Capture/Creation 

– 35%, Sharing/Dissemination – 33%, and Acquisition/Application –

32%). We analyzed the cases of the Capture/Creation phase using 

the states of knowledge [41] : tacit knowledge, which is in the stake- 

holders’ minds; documented knowledge, which is codified in an in- 

formal/ad hoc manner, and formalized knowledge, which is codified 

in a standardized structure. We observed that only 7% of all the pa- 

pers report a formalized means of coding AK, 11% report a docu- 

mented means, 4% report a tacit means, and 13% do not specify how 

AK is captured. Most of the papers reporting a way in which to cap- 

ture AK employ a volatile means to do so, since AK remains tacit or 

is informally codified. AK could, therefore, lose meaning over time 

or in another context, and there is consequently a lack of adequate 

means to capture AK in AGSD environments that ensure the duration of 

AK. 

2.2. Architectural knowledge management solutions based on social tagging 

As stated previously, this paper proposes the concept of AK Con- 

densation (see Section 3 ), implemented using a prototype based on tag- 

ging personal interactions using UTEM in real time, as a means to clas- 

sify AK so as to ease its subsequent retrieval. Researchers and software 

companies have chosen social tagging as a lightweight and unobtrusive 

manner to organize unstructured or dispersed data or to add meaning 

and metadata to software development environments, to recover knowl- 

edge that is generally hard to find. To the best of our knowledge, seven 
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Table 1 

Tools that use social tagging in software development reported in literature (A = Analysis, D = Design, I = Implementation, T = Testing, M = Maintenance, Full = Cover all 
the phases). ArchiKCo refers to the prototype presented in this paper, which was designed for AGSD to cover any development phase and was focused on tagging 

UTEM interactions, where valuable AK is located. ArchiKCo tags are linked to base tags and include an auto-complete mechanism to ease the tagging action during 

the developers’ interactions in order to avoid tag explosion. Finally, ArchiKCo has different parameters to perform AK retrieval, which other tools do not consider. 

See Section 3.2 for more ArchiKco details. ∗ Parsed by TagSEA. 

Tool name Coverage Tagging Knowledge retrieval Tool type 

Environment Phases Items to tag Mechanism Type 

IBM® Rational®

Jazz® [44] 

Agile distributed Full Artifacts and 

workitems 

Auto-completed Free Free text and tags Commercial 

TagSEA [45] Distributed I Sourcecode Auto-completed Free Based on waypoints 

and tags 

Research open 

source 

Trac [69] Distributed I, T Version control 

and Tickets (bugs) 

Free Free Free text Open source 

eMoose [65] Not defined I Source code Auto-completed ∗ Free Contextual “Push ” Research 

CodeSnippets [70] Not defined I Code Snippets in 

Source code 

Free Free Based on tags Open source 

Paul et al. tool 

[71] 

Open source D, I Software 

components 

Free Free Free text associated 

with tags 

Research 

TAGGER [42] Distributed A UTEM interactions Free Linked to base tags Not reported Research 

ArchiKCo Agile distributed Full UTEM interactions Auto-completed Linked to base tags Free text, tags, dates, 

remittent, recipient, 

UTEM source 

Research 

prototype 

tools use social tagging (see Table 1 ). Most of these tagging tools are 

designed to support the implementation phase and are focused on tag- 

ging source code, software components or version control entries, i.e., 

they help manage AK. Only TAGGER [42] was designed to tag personal 

interactions in UTEM, but is focused on capturing domain knowledge 

during the analysis phase. Moreover, most of these tools are oriented 

toward a distributed development environment, and only IBM® Ratio- 

nal® Jazz® was evaluated in ASD. Our prototype, ArchiKCo (explained 

in Section 3.2 ), is shown in Table 1 in order to contrast its characteris- 

tics. 

Regarding the implementation of tagging, only three tools have an 

auto-complete mechanism to aid during tag assignment. Moreover, most 

of them use free tags, i.e., there are no fixed or predefined tags to as- 

sign, and users are, therefore, free to write or compose any tag. Free 

tagging and unassisted tag assignment could lead to tagging difficulties 

and information retrieval problems caused by: (1) a huge number of 

tags, known as tag explosion; (2) differences in the interpretation of a 

tag’s meaning; (3) an incomplete context in which to understand a tag; 

(4) the locality of tags, i.e., tags based on a team’s jargon; (5) tags that 

only make sense when used together, known as composite tags, and (6) 

tags with the same meaning but written differently, known as obscure 

similarity [43] . 

Despite the above problems, literature reports that developers pre- 

fer using free tags because of their low cognitive load for everyday 

work [44,45] . Some efforts have been made to develop auto-tagging 

mechanisms [46] or tag-based recommender systems [43,47] to re- 

duce developers’ cognitive loads to an even greater extent. Sohan et al. 

[46] auto-tagging mechanism relates email messages to user stories in 

ASD projects with an accuracy of 70%; however, the remaining 30% of 

error could cause knowledge retrieval problems. Moreover, the tag rec- 

ommender systems TagRec [47] and LS 3 AutoTagger [43] are promis- 

ing means to complement tag assignment and enhance the basic auto- 

complete mechanism. 

Most of the knowledge retrieval mechanisms shown in Table 1 are 

based on tags and/or free text, except eMoose, which “pushes ” AK to 

the users depending on the coding context. No tools except ArchiKCo 

base their knowledge retrieval mechanisms on dates, people and origins 

(i.e., a ticket, source code, or any other artifact). This is relevant, since 

agile/global developers struggle to find AK because they do not usually 

remember who originally provided it, or where and when a certain piece 

of AK was posted [19] . 

2.3. Architectural knowledge vaporization consequences in agile and global 

software development 

The major challenges in AGSD are related to communication, cul- 

ture, trusted relationships and KM [1,48] . A key success factor in any 

software development project is the correct appliance of KM [49] , and 

consequently of AKM. As stated in Section 2.1 , AKM is still a challenge in 

AGSD because most AK remains tacit or documented and could, there- 

fore, lose meaning over time or in another context, i.e., it is prone to va- 

porization. It could be argued that AK vaporization in ASD is mitigated 

by practicing shared source code ownership [50] , thus making devel- 

opers aware of the project’s AK. However, the four distances inherent 

in GSD cause inefficient AK sharing, since there are less opportunities 

for casual interaction [51] and informal awareness [52] . Shared source 

code ownership does not, therefore, have the same effect in AGSD. 

AK vaporization could cause the following problems in AGSD 

[53,54] : (1) poorly understood requirements and technical solutions; 

(2) a lack of knowledge transfer between teams; (3) defects in software 

evolution and maintenance, i.e., architectural technical debt [55] ; (4) a 

lack of visibility in project monitoring, and (5) time wasted by experts 

answering the same questions on certain issues and attempting to find 

solutions to problems that have already been solved. A consequence of 

the last point is that team members could annoy experts: constant ques- 

tions could lead to an erosion in interpersonal relationships, which could 

affect the knowledge flow [56] . Interpersonal relationship erosion could 

be critical when building trusting relationships, which is important for 

any agile team. All the aforementioned problems and situations show 

the importance of addressing AK vaporization in AGSD. Our approach 

to mitigate this phenomenon is presented as follows. 

3. A proposal of architectural knowledge condensation 

As stated above, AK vaporization hinders the KM cycle because there 

is documentation debt. In a previous study [19] , we found that UTEM 

logs contain valuable documented AK, and that developers attempt to 

recover it from those sources. Finding AK in UTEM logs is difficult be- 

cause these media are not designed to find knowledge and because AK 

storage is unstructured. Moreover, it is difficult to retrieve AK because 

it is dispersed among different UTEM, which developers use to commu- 

nicate. In this section, we present our contribution to AKM in AGSD, 

proposing a means of structuring and retrieving the AK shared using 
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Fig. 1. UML state diagram representing SECI model with documented and formalized sub-states, and extended with the vaporization and condensation concepts. 

States and transitions in bold are product of our SECI model extension. 

UTEM, in which AK structuring is based on a lightweight classification 

mechanism. This proposal is called AK Condensation – the opposite of 

AK vaporization. We additionally present a prototype that implements 

AK Condensation in order to evaluate the proposal’s feasibility. 

3.1. Conceptual definition 

Explaining the AK Condensation concept implies exploring the va- 

porization concept in greater depth. Various authors define AK va- 

porization as the disappearance of AK owing to documentation debt 

[22,57,58] . However, we propose that vaporization could be a state just 

before AK disappears. In AGSD, developers attempt to find AK in UTEM 

logs when AK has evaporated from their minds. AK is, therefore, still re- 

coverable because UTEM logs contain AK traces [19] , which could help 

them infer/remember AK. In order to show our concept of AK vapor- 

ization and condensation, we extend the SECI model [41] . Fig. 1 shows 

the AK vaporized state, which may occur when developers forget tacit 

AK or cannot find AK in any kind of unstructured repository (e.g. UTEM 

logs). We propose that vaporized AK can be recovered when teammates 

help developers remember a piece of AK, or when unstructured AK or 

vaporized AK are gathered and structured to ease their retrieval (AK 

Condensation). Fig. 1 also shows that condensation is not a means to 

convert vaporized AK into AK in formal notation, but simply a step for- 

ward to ease AK formalization and reduce AK loss; we consider there 

still is a big gap between documented AK in UTEM and formalized AK. 

AK Condensation could, therefore, be implemented by considering the 

following elements: 

1. Accessible UTEM logs . All stakeholders must be able to access 

all information from UTEM logs and thus be able to access all the 

AK being shared among them. 

2. UTEM log classification mechanism . There must be a classifi- 

cation mechanism to structure the UTEM log information in order 

to ease AK retrieval. UTEM include features to find information 

in their logs. However, these features do not find AK efficiently 

[19] . In addition, developers do not usually remember the ex- 

act terms/concepts in which AK was shared and consequently 

need a semantic structure associated with the UTEM log to help 

them find AK without knowing the exact term to search for. In 

addition, this semantic structure would ease the transition from 

documented AK and formalized AK in later stages. 

3. AK searching mechanism . All stakeholders could use the classi- 

fication scheme to find valuable AK with less effort in the struc- 

tured UTEM logs. The searching mechanism could include any 

other search parameter to ease AK retrieval, e.g., date period, 

message sender or message author. 

Since AK Condensation is an abstract definition, there could be dif- 

ferent ways to develop concrete instances. The following sub-section 

explains how we implemented a technological solution based on this 

concept. 

3.2. Prototype of architectural knowledge condenser 

In order to prove the feasibility of AK Condensation, we instantiated 

this concept using a technological solution called ArchiKCo, evaluated 

by professional developers and students (see Section 4 ). We based the 

ArchiKCo classification mechanism on social tagging, which can be ap- 

plied during UTEM interactions. Social tagging is a lightweight and pop- 

ular means to classify knowledge, which has been successfully used by 

other authors (see Section 2.2 ). Furthermore, in [59] we observed that 

social tagging is not a great effort for agile/distributed developers, and 

that they are interested in tagging UTEM messages in order to retrieve 

AK in the future. 

We based ArchiKCo on Windows and Skype 3 (as the UTEM log 

source), since most of the subjects that were able to evaluate it use them 

both in their daily work. Fig. 2 depicts the ArchiKCo operation, show- 

ing the activities that implement the three elements of AK Condensation, 

along with the common situations described by agile/global developers 

(depicted as dialog clouds in Fig. 2 ); we explain how ArchiKCo imple- 

ments each element below. 

3.2.1. Accessible UTEM log information 

We implemented this part using a Gatherer Service (see Fig. 2 , part 

A) to periodically extract and send the Skype interaction logs to a 

shared repository in the cloud (depicted as a UTEM Messages database 

in Fig. 2 ). We used Algolia 4 server as a shared repository, since it pro- 

vides robust indexing functions that ease the development of a searcher. 

3.2.2. UTEM log classification mechanism 

In order to avoid the problems related to free tagging [43] , we im- 

plemented a semi-fixed tagging mechanism (successfully evaluated in 

[59] ) that allows developers to add user tags with a web application 

called Tags Administrator (see Fig. 2 , part B). We propose that develop- 

ers perform this activity during a development cycle planning meeting, 

3 https://www.skype.com/ . 
4 https://www.algolia.com/ . 
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Fig. 2. ArchiKCo rich picture with activities (ovals) corresponding to the three elements of AK Condensation concept, A = Accessible UTEM logs information, 

B = UTEM logs Classification mechanism, C = AK searching mechanism. Bulleted lines represent links between activities and who performs them. Arrowed lines 
represent links between activities and artifacts. There are three types of artifacts: resulting artifacts (activities’ outgoing arrows), source artifacts (activities’ ingoing 

arrows), and interacting artifacts (linked with double arrow lines). 

Fig. 3. Conceptual model based on UML, representing the aspects involved in AK articulation through use of UTEM by AGSD teams (reproduced from [19] ). 

since they would already know the key terms to be used during the next 

cycle. Every custom tag must be related to a meta-tag from an AK Model, 

which represents the AK that developers share; this model was empir- 

ically obtained in [19] (see Fig. 3 ). The aim of relating user tags and 

meta-tags is to provide an abstract means to store and find AK, signifying 

that when developers wish to recover AK and they do not remember the 

exact name of a tag, they can use a meta-tag to conduct an initial search. 

Once the development cycle has started, remote and local developers 

could interact using UTEM, tagging messages that contain important AK. 

We are aware that developers sometimes make typing errors, or forget 

the exact way in which each tag was registered, or even the existence of 

certain tags, and have, therefore, developed a tagging helper component 

(see Fig. 2 , part B) that auto-completes tags while developers are typing 

in conversations, whose source was the tag repository (depicted as a 
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Tags database in Fig. 2 ), which was updated using Tags Administrator. 

We thus aim to reduce the number of typing errors, ensure that users 

are using the exact tag writing and reduce tagging problems [43] . 

3.2.3. Architectural knowledge searching mechanism 

We developed a web-based searcher, called AK searcher (see Fig. 2 , 

part C), which has three search parameters: (1) free text, in which users 

can input any text to be searched for in the message content, along with 

the names of the author and recipient of the message; (2) Date range, 

from which users can select the period when the knowledge was shared; 

and (3) Tag filter, from which users can select the tags from a tag tree, on 

which meta-tags and user tags are hierarchically organized. This enables 

users to remember which tags are available and then add any number 

of them to the tag filter. 

Having executed a search, a list of the coincident messages is shown, 

along with four panels (see Fig. 2 , part C), which show all the related au- 

thors, recipients, sources (UTEM from which the messages originated) 

and tags of the resulting messages. Developers could apply extra fil- 

ters to narrow the results, by clicking onto the panels’ elements. The 

tag panel also shows each tag’s parents; for example, if there is a tag 

called #nodeMongoDB, which is related to the #Code meta-tag, the tag 

panel shows both. We are aware that obtaining AK from a single tagged 

message could be difficult. AK searcher includes a feature to obtain the 

interaction context of a selected message, in which developers can read 

messages that were sent five minutes before and five minutes after a 

certain message (see Fig. 2 , part C); they can even load messages from 

an additional five minutes before or after, if necessary. 

3.3. Architectural knowledge condensation in agile and global software 

development 

Instantiating the AK Condensation concept would give agile/global 

developers a lightweight means to structure AK (with a low cognitive 

load) while they are interacting with UTEM (maintaining agility), and 

an easier means to retrieve dispersed AK from UTEM logs. Our pro- 

posal could consequently reduce AK vaporization in AGSD environ- 

ments. However, before implementing AK Condensation in a real sce- 

nario, we must first determine its concept feasibility in a controlled en- 

vironment. We determined this concept feasibility by observing two key 

phases: AK structuring and AK retrieval. The following research ques- 

tions arose from the latter: 

RQ1. Is an assisted semi-fixed tagging mechanism suitable to struc- 

ture AK and avoid tagging explosion during UTEM interactions 

in AGSD environments? 

RQ2. Is it better to search for AK using the ArchiKCo searcher than 

by directly using the AK sources (UTEM) in AGSD environments? 

RQ2.1. Is ArchiKCo searcher trustworthy as regards finding correct 

AK? 

RQ2.2. Do developers find the correct knowledge faster using the 

ArchiKCo searcher than directly using the AK sources (UTEM)? 

RQ2.3. Is the ArchiKCo searcher preferable when searching for AK 

rather than directly searching in the UTEM source in AGSD envi- 

ronments? 

The method employed to determine the feasibility of the AK Con- 

densation concept using the ArchiKCo prototype is presented below. 

4. Method to evaluate architectural knowledge condensation 

feasibility 

4.1. Scoping 

As stated above, AK structuring and AK retrieval are the key phases of 

the AK Condensation concept. We, therefore, designed a two-part eval- 

uation to determine the feasibility of the concept presented. We define 

these parts below. 

In [59] , we observed that social tagging could be a lightweight man- 

ner to structure AK, using a semi-fixed and assisted tagging mechanism. 

In that study, we added a tagging helper to a web-based messenger, 

developed ex-professo, thus giving us full control over the tagging en- 

vironment, allowing us to ensure that participants only used registered 

tags. The ArchiKCo tagging helper has now been added to Skype, signi- 

fying that we do not have sufficient control to avoid unregistered tags. 

In order to answer RQ1, the first part of evaluating AK Condensation 

comprised an observation study focused on tagging behavior in terms 

of registered (valid) tags and obtaining participants’ perceived usability 

of the tagging mechanism. 

We believe AK Condensation could enhance AK searching in UTEM 

logs during AK retrieval. We, therefore, designed the second part as a 

quasi-experiment to compare participants’ searching performance when 

using ArchiKCo and two UTEM: Skype and Trello (RQ2). This section 

presents the method employed to determine the feasibility of AK Con- 

densation, which was structured following Wohlin et al. [60] specifica- 

tion. 

The objective of the whole study is to Analyze the use of the imple- 

mentation of the concept of AK Condensation, for the purpose of deter- 

mining its feasibility with respect to tagging behavior and AK retrieval, 

from the point of view of professional developers and students, in the con- 

text of AGSD. 

4.2. Planning 

4.2.1. Context selection 

We had two experimental contexts: industrial AGSD and academia 

(replica). The participants in the industrial context were professional de- 

velopers from seven Mexican companies: four small 5 ( < 100 employees) 

and three medium 

5 (100–999 employees). The participant companies 

develop software for diverse areas (transportation, health care, internet 

of things, administration in general, etc.), have worked in a distributed 

or global environment, and all work in an agile manner. The main ob- 

jective of working in an industrial context was to attain richer qualita- 

tive feedback about the AK Condensation concept. The academia replica 

took place at Castilla-La Mancha University in Spain (Spanish acronym, 

UCLM) with undergraduate and graduate students from the Superior 

School of Computer Science, all of whom had knowledge of AGSD. 

4.2.2. Selection of subjects 

The subjects of both contexts were chosen for convenience. The 

academia subjects were 3rd year undergraduate students, who had al- 

ready studied subjects regarding agile methods, programming and soft- 

ware design. There were also graduates researching topics related to 

software development, who consequently also know about agile meth- 

ods and software design. The industry subjects were professionals who 

have worked on AGSD projects. 

4.2.3. Study design 

This study had a within-subject design, since all the treatments were 

applied to all the participants. It consisted of two parts: AK structur- 

ing and AK retrieval. The first part was an observational study during 

which all the participants were mentally situated in a context scenario 

to interact in pairs using Skype and the ArchiKCo tagging helper (with 

predefined user tags) and following a chatting script containing seven 

marks suggesting what to tag. Since the participants did not register the 

user tags in the catalog, they were free to assign unregistered tags if they 

did not find one that fitted a certain message. 

In the AK retrieval part, the participants had to answer a 12-question 

survey concerning the context scenario in an attempt to emulate AK 

needs. The survey answers were stored in the Skype log generated in 

the previous part, and on a Trello board that contains user stories and 

5 https://www.gartner.com/it-glossary/smbs-small-and-midsize-businesses/ . 
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comments related to the same context scenario. We chose Trello as a 

second UTEM because it is easy to use and commonly used by the par- 

ticipants. Eight survey questions indicated which media to use to search 

for the answer: Skype, Trello or AK Searcher, which contains the logs of 

both UTEM. The participants were free to choose the media they pre- 

ferred to search for answers to the last four questions, which were de- 

signed so that the answers to questions 9 and 10 could be found using 

Skype or AK Searcher, and the answers to questions 11 and 12 could 

be found using Trello or AK Searcher. We consider that this part was 

a crossover quasi-experiment with one factor and three treatments, in 

which only two comparisons are relevant: AK Searcher/Skype and AK 

Searcher/Trello. 

4.2.4. Variables selection 

In the AK retrieval part, the independent variable was represented 

by the different media used to search for AK. There is no independent 

variable for the AK structuring part, since it is an observational study. 

The dependent variables were: tag validity, i.e., number of registered 

and unregistered tag instances used by participants during the chatting 

session; media preference, i.e. , percentage of time a participant used a 

certain media to search for AK; correctness of answers, percentage of 

correct AK found per media; and time required to find correct knowl- 

edge. 

4.2.5. Hypotheses formulation 

In this part, we present the four study hypotheses, which are directly 

related to the dependent variables defined above. 

• H 0TagsValidity : There is no difference between the number of valid 

and invalid tag instances used during the UTEM interaction. 

• H 0Preference : There is no difference as regards to the preference 

to search for knowledge using any of the media provided. 

• H 0Correcteness : There is no difference in the percentage of correct 

answers found using any of the media provided. 

• H 0Time : There is no difference in the time required to find correct 

answers using any of the media provided. 

4.2.6. Instrumentation 

Below, we present the instruments developed in order to conduct 

this study as it was designed. 

• Context scenario . This scenario concerned two agile develop- 
ers from different companies and locations working on the same 

project (medical appointments system), one of whom required in- 

formation about a RESTful service that the other was developing. 

They had documentation debt, and consequently had to acquire 

the project AK by asking each other questions. 

• Chatting scripts . Each pair of participants had to follow 2 scripts 

(one per scenario role) to simulate a technical conversation tak- 

ing place using Skype regarding the context scenario. 

• SUS questionnaire . We prepared a questionnaire based on the 
System Usability Scale [61] (SUS)using a Likert-7 scale and fo- 

cused on the Tagging Helper. We added two SUS-style questions 

(one positive and the other negative) to explore the participants’ 

perceptions of the helper’s unobtrusiveness. This questionnaire 

also included an open-ended question to request suggestions re- 

garding the Tagging Helper. 

• Extended TAM questionnaire . We prepared a questionnaire 

based on the Technology Acceptance Model [62] (TAM) using 

a Likert-7 scale and focused on the AK Searcher. We added ques- 

tions concerning reductions in interruptions (one question), find- 

ing relevant AK easily and in a timely manner (three questions) 

and the participants’ overall impression of the whole ArchiKCo 

prototype (two questions). 

• 12-questions survey . This survey was uploaded onto LimeSur- 
vey. 6 To compare the participants´ performance using AK 

Searcher versus Skype and Trello, we created two survey versions 

(one for each pair member), in which we varied the indicated 

media per question. For instance, while one pair member was re- 

quired to answer a question using Trello, the other pair member 

was required to answer the same question using AK Searcher; and 

the same between Skype and AK Searcher. 

4.3. Operation 

4.3.1. Preparation 

We deployed an ArchiKCo instance for each pair of participants and 

registered 10 user tags linked to different meta-tags related to the con- 

text scenario. The user tags were: IPService, TestsREST (related to Tech- 

nologicalSupport meta-tag); RestApikey, RestSecurity, Encryption, Test- 

Data, RESTResource, RESTResponse (related to Code meta-tag); Angu- 

larEncryption (related to Component meta-tag); and UserStory (related 

to Documentation). We pre-defined tags because each participant pair 

could define a different set of tags, which hindered the tagging behav- 

ior analysis. We additionally carried out a pilot test, which showed that 

the pre-defined tags really accorded with the context scenario. We also 

added five cards to a Trello public board on which fictitious members 

of the development team provided user story clarifications. Finally, we 

activated the two versions of the 12-question survey. 

4.3.2. Execution 

We first carried out the study in the industrial context with 30 pro- 

fessionals (average age = 28, SD = 3.9), 10 from the medium-sized com- 

panies, and the rest from the small ones. The industry participants had 

experience in ASD (average of 3.1 years’ experience, SD = 1.9) and in 

GSD (average of 2 years’ experience, SD = 1.4). The study in UCLM was 

carried out three months after the industry study, with 30 students (av- 

erage age = 24.1, SD = 3.5): four graduates and 26 undergraduates. The 

experiment took place in three sessions per week for both contexts, so 

not all participant began on the same day. These sessions are explained 

below. 

• Installation session (duration ≈ 10 min). The participants were 
given an overall explanation of the study sessions along with 

their objectives. We organized the participants into pairs and then 

helped them configure the tagging helper (to work with Skype) 

and the Skype extractor (to send each pair’s conversations to a 

shared server). 

• Solving scenario session (duration ≈ 25 min). We gave the par- 
ticipants a short training session regarding how to use the tagging 

helper (three minutes, approx.), and they quickly explored the 

available tags (two minutes, approx.). We then described the sce- 

nario in which they would be located to carry out the tasks, and 

assigned a role to each pair member: either the developer work- 

ing on the RESTful service or the developer who wished to use 

it. Each member of each pair sat in a different part of the session 

room, ensuring they had no visual contact, as if they were geo- 

graphically distributed. We asked them to avoid talking to each 

other to better emulate an environment of geographic distribu- 

tion. They then used Skype to chat, following the corresponding 

script, and tagging aided by the Tagging helper. We also told 

them that they could tag any message as they considered neces- 

sary, and that they could write a new tag (unregistered/invalid 

tag) if they could not find one that fitted a certain message on 

the options shown by Tagging helper. After the participants had 

finished following the chat script, they answered the SUS-based 

questionnaire. 

6 https://www.limesurvey.org/ . 
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• Searching session (duration ≈ 20 min) . This session took place 

two days after the chatting session to prevent the participants 

from being able to remember the chat topics, thus mitigating the 

learning effect. The participants were required to answer the 12- 

question survey easily. The version of the electronic survey was 

assigned to each pair member randomly. The participants were 

trained to search in the three different media, after which we 

explained that each question indicated where to search for the 

answer, along with the fact that they could answer “I don’t know ”

if they were unable to find any information. They then responded 

to the corresponding electronic survey and finally to the extended 

TAM questionnaire. 

4.3.3. Data collection 

The tags’ validity was determined by obtaining all the tagged mes- 

sages and comparing them with the tags catalog (user tags and meta- 

tags) to obtain the number of valid and invalid tags per participant. Re- 

garding media preference, each 12-question survey had a field for the 

last four questions in which the participants indicated the media used 

to obtain the answer. We, therefore, counted only the number of an- 

swers for each media. Correctness of answers was obtaining by manually 

checking each one. The time required to find the correct knowledge was 

measured using LimeSurvey, which registers the time that has elapsed 

between the presentation of a question and that at which the participant 

clicks onto the next button to pass to the next question. Finally, we ob- 

tained the qualitative perception about Tagging Helper and AK Searcher 

using the results of the SUS and TAM questionnaires, respectively. 

4.3.4. Data validation 

The AK retrieval part of the industry context was conducted in the 

respective participant companies. We could not avoid interruptions dur- 

ing the session and the time required to find the correct knowledge was 

consequently affected. We, therefore, take into account only the time 

data from the academic context. 

5. Results 

The results obtained are presented in three parts: (1) the results of the 

AK retrieval part including the Tagging helper usability perception; (2) 

those of the AK retrieval part including the participants’ perceptions of 

AK Searcher; and (3) the participants’ overall perceptions of ArchiKCo. 

5.1. AK structuring part 

In this section, we analyze how the participants tagged messages us- 

ing the tagging helper and its usability perception. During the tag anal- 

ysis, we also identified tag instances that were used correctly in terms 

of their semantics. The results are consequently presented in terms of 

tag validity, tag correctness and Tagging Helper usability and unobtru- 

siveness. 

5.1.1. Tags validity 

Fig. 4 shows that most of the professionals (80% approx.) used be- 

tween six and nine tag instances during the chatting session, while the 

UCLM students (80% approx.) used between three and eight tag in- 

stances. A considerable percentage of the participants (50% approx.), 

therefore, used valid tags as required, or more, i.e., at least seven tagged 

messages. Moreover, some participants used 12 or more valid tag in- 

stances (13% approx.), i.e., at least five instances more than expected. 

We can, therefore, interpret that they had the initiative to tag messages 

when this was not suggested in the script. 

Upon considering invalid tag instances, 23% of the professionals did 

not use invalid tags, while only 6% of UCLM students did not do so (see 

Fig. 4 ). Furthermore, around 73% of the professionals used between one 

and three invalid tag instances, while 83% of the UCLM students used 

between one and six invalid tag instances. Invalid tags also represent 

new tags, and in this respect, 53% of the UCLM students used between 

one and three instances of new tags, while only 23% of the profession- 

als used one new tag instance (see Fig. 4 ). However, 33% of the UCLM 

students used between four and eight new tag instances, indicating their 

disposition to tag messages or their inexperience with the script topics, 

signifying that they had to create new tags that would fit their knowl- 

edge. Fig. 4 also shows that around 50% of all the participants made no 

typing errors in the tag instances, and that 46% of the participants had 

only one or two “typos ”. This could mean that the Tagging Helper really 

helped them obtain a low error rate. 

5.1.2. Tagging correctness 

Around 13% of all the participants had no semantic errors when 

using tag instances, and 40% used only one or two tag instances er- 

roneously (see Fig. 4 ). This is significant, because the participants did 

not know the exact semantics of the tags beforehand. However, 50% 

of the professionals had between three and five instances of incorrect 

use, while only 23% of the UCLM students did so in the same range. Re- 

garding the correctly used tag instances, 78% of all the participants had 

between two and six correct instances, and the professionals registered 

more variability than the UCLM students (see Fig. 4 ). Finally, around 

13% of the participants registered between eight and ten correctly used 

instances, again highlighting that they did not know the tags in advance. 

5.1.3. Overall tagging behavior 

To summarize the tagging behavior (see Fig. 5 ), the participants used 

more valid tag instances (75%) than invalid ones (25%), and more tag 

instances were used correctly (47%) than incorrectly (28%). Both differ- 

ences were confirmed statistically using the Wilcoxon Signed-Rank Test 

( 𝛼 = 0.05): valid vs. invalid instances – p -value = 0; correct vs. incorrect 

instances – p -value = 0.000008. Moreover, there were 18% of new tag 

instances and only 7% of typing errors, which was also statistically sig- 

nificant using the same test ( p -value = 0.0056). This signifies that the 

invalid instances resulted more from the need for new tags than from 

errors caused by the tagging mechanism. 

We also noticed that 38% of the correct tag instances were unex- 

pected (see Fig. 5 ), i.e., tag instances that fitted the message’s semantics 

but that the participants were not expected to use, or that instances were 

even used in messages in which we did not suggest tagging. Unexpected 

tags comprise 26% of user tags and 12% of meta-tags. These meta-tags 

were: Technological Support, Component, Software, Code, and Neces- 

sity. These meta-tags would, therefore, appear to be intuitive, since we 

did not explain their meaning. 

5.1.4. Tagging helper usability and unobtrusiveness 

We obtained the scores from all the SUS questionnaires and trans- 

formed them according to the curved grading scale [63] , including the 

two questions regarding unobtrusiveness. Tagging helper obtained an 

averaged SUS score of 77 (SD = 13, med. = 78 = B + ), correspond- 

ing to a B grade, and represents a good usability perception [64] . Both 

sets of participants had similar usability perceptions. However, around 

20% of the professionals had lower usability perceptions (grades D and 

F). This was mainly owing to the mechanism employed to select a tag 

and navigate through the suggestion list; it was necessary to press the 

< Alt > + arrows to navigate, and the < Alt > + < Enter > to select a tag. 

Moreover, both sets of participants had similar unobtrusiveness percep- 

tions; we obtained an average unobtrusiveness score of 72 (SD = 20, 

med. = 83 = A), which corresponds to a C + grade. In this case, 30% of 

the UCLM students and 17% of the professionals considered that Tag- 

ging Helper would be obtrusive in their daily work. Upon analyzing the 

participants’ comments, we concluded that this was caused by the navi- 

gation and selection mechanism and also by the low availability of tags, 

since the participants did not create/register the tags. 

In summary, we observed a significant rate of valid tag instances 

used correctly during the chat session, with a low rate of typing er- 

rors. This behavior could lead to a reduction in tag explosion and its 
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Fig. 4. Tagging behavior expressed by tag instances per participant.A = Mexican developers and UCLM students, B = Mexican developers only, C = UCLM students 

only. Outliers correspond to identified participants ( < 2) who used many valid/invalid tag instances, or many new tags instances, or many correct/incorrect tag 

instances. 

Fig. 5. A = Distribution of all tag instances (valid and invalid), detailing valid tags. B = Distribution of all tag instances (valid and invalid), detailing invalid tags. 
C = Distribution of correct tag instances (expected and unexpected), detailing unexpected. 

related problems. Moreover, Tagging Helper has a great chance of being 

adopted to structure AK, since it is perceived as usable and unobtrusive. 

5.2. AK retrieval 

5.2.1. Media preference results 

The participants preferred AK Searcher to Skype and Trello when 

answering all the questions (see Fig. 6 , part A). There were ques- 

tions to which the participants could not find the answers and did 

not, therefore, register a preferred media. Focusing only on the an- 

swered questions, and considering both participant profiles (profes- 

sionals and students), AK Searcher and Skype obtained preferences of 

69% and 31%, respectively, by joining the preferences attained for 

questions 9 and 10. AK Searcher and Trello similarly obtained pref- 

erences of 71% and 29%, respectively, when joining the preferences 

attained for questions 11 and 12. Since using the data obtained for 

each question was insufficient for the use of a paired test such as 

the Wilcoxon Signed-Rank Test, we applied goodness of fit tests based 
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Fig. 6. A = Media preference of the participants as regards questions in which they had free choice. B = Comparison between correctness of answeres obtained using 
AK Searcher and Skype. C = Answering average times per question type. Vertical lines in B and C represent standard deviation. 

on X 2 ( 𝛼 = 0.05), supposing a uniform distribution for media prefer- 

ence. There is sufficient evidence to state that the participants’ pref- 

erences are not uniformly distributed (AK Searcher/Skype questions: 

X 2 = 16.69, p -value < 0.001; AK Searcher/Trello questions: X 2 = 18.925, 

p -value < 0.001) and that there is, therefore, a tendency to prefer 

AK Searcher in all cases. We can, therefore, reject the null hypothe- 

sis H 0Preference since there was a significant difference in the preferred 

media. 

5.2.2. Correctness of the results 

Fig. 6 (part B) shows there were cases in which participants using 

AK Searcher obtained a higher correctness of answers than when using 

Skype, while there were others in which they obtained a lower correct- 

ness of answers than when using Skype, and yet others in which the 

correctness of the answers was the same for both media. Furthermore, 

both sets of participants behaved in a similar way when using either 

AK Searcher or Trello (see Fig. 6 , part B). However, in this case, AK 

Searcher appears to have obtained a higher correctness of answers in 

more cases. We grouped the correctness data regarding questions 1–4, 

9 and 10 (AK Searcher vs Skype), and questions 5–8, 11 and 12 (AK 

Searcher vs. Trello) of both participants’ profiles to obtain two paired 

sets of data (AK Searcher vs. Skype and AK Searcher vs. Trello), each of 

which contained 12 elements, i.e., the results obtained for six of the stu- 

dents’ questions and six of the professionals’ questions. We then applied 

the Wilcoxon Signed-Rank Test ( 𝛼 = 0.05) to both sets, and obtained 

that there is no difference among the correctness of answers when using 

AK Searcher or Trello ( W = 15 > W 

𝛼= 0.05 = 3), or using AK Searcher or 

Skype ( W = 30 > W 

𝛼= 0.05 = 10). It is not, therefore, possible to reject 

the null hypothesis H 0Correcteness . 

5.2.3. Time to find correct answers 

Fig. 6 (part C) shows the time required to obtain answers with AK 

Searcher was higher than that required when using Skype for most of 

the questions in which the media required to search for the answer 

was indicated (questions 1–8). However, when the participants were 

free to choose any media (questions 9–12), less time was required to 
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obtain answers with AK Searcher than with Skype and Trello. We 

grouped the data by media and type of questions (free media choice 

or indicated media) such that we obtained four groups: (1) indicated 

media – Skype vs. AK Searcher, (2) indicated media – Trello vs. AK 

Searcher, (3) free media choice – Skype vs. AK Searcher, and (4) free 

media choice – Trello vs. AK Searcher. We determined whether there 

was a statistical difference within these groups by applying a Mann–

Whitney U Test ( 𝛼 = 0.05), because the samples are not paired, since 

we consider only the time required to find the correct answers. In the 

case of questions with an indicated media, there is a large difference in 

the answering time ( p -value = 0.009) between AK Searcher and Skype, 

indicating that the participants found the correct answers faster when 

using Skype. In the same case, there is no considerable difference be- 

tween AK Searcher and Trello ( p -value = 0.153), although the partic- 

ipants were, on average, faster when using AK Searcher. In the case 

of questions with a free media choice, there is a large difference in the 

answering time ( p -value = 0.045) between AK Searcher and Trello, indi- 

cating that the participants found the correct answers faster when using 

AK Searcher. However, there is no considerable difference between AK 

Searcher and Skype ( p -value = 0.254), although the participants were, 

on average, faster when using AK Searcher. We can, therefore, reject 

the null hypothesis H 0Time , since there were cases in which the partic- 

ipants were faster when using AK Searcher and others in which they 

were faster when using Skype. 

5.2.4. Extended TAM results 

The results of the extended TAM questionnaire showed that AK 

Searcher is extremely useful (median = mode = 6) and easy to use (me- 

dian = mode = 6). The participants perceived that AK Searcher could 

help them find important AK in a timely manner (median = mode = 6). 

They also perceived that interruptions could be reduced using AK 

Searcher (median = mode = 6), since they would have a source of 

AK other than that of their teammates. It was also perceived that AK 

Searcher could ease the discovery of AK during development cycles (me- 

dian = mode = 6). 

5.2.5. AK retrieval results summary 

AK Searcher was greatly preferred by the participants when search- 

ing for AK, which is supported by the perceptions presented above. 

Our results also provide evidence that professionals may perform bet- 

ter when locating knowledge if they use AK Searcher rather than Trello 

or Skype when they do not know the knowledge source. Finally, AK 

Searcher could be trustworthy when searching for knowledge, since the 

participants obtained a high percentage of correct answers and there 

was no significant difference between this percentage and that obtained 

with Skype or Trello. 

5.2.6. Lessons learned by using Archikco prototype 

We included a question in the TAM questionnaire to obtain a rating 

for the ArchiKCo prototype: a median of 8 (mode = 8) on a scale of 10. 

We were additionally able to learn some lessons from this study, which 

we grouped into AK structuring, AK retrieval and AK Condensation. 

5.2.7. AK structuring 

The participants stated that they have to get used to tagging their 

conversations. However, we believe that getting used to tagging could 

be easy because people are currently used to tagging in social networks. 

Furthermore, the participants suggested some enhancements to Tagging 

Helper: an automatic tagging or smart tag suggestion depending on the 

conversation topics, adding tags during the conversation, and selecting 

tags from a trending topic list. Finally, some participants struggled with 

the mechanism employed to browse tags in Tagging Helper, which was 

affected by Skype´s keyboard functions. This mechanism could, there- 

fore, vary regarding the UTEM selected. 

5.2.8. AK retrieval 

Some participants commented that tags were not relevant during AK 

retrieval; one participant stated, “I would end up not using labels, since I 

would look for words, not for labels ”. In fact, while the participants were 

using AK Searcher, we observed that most of them preferred to search 

using free text, but some of them used tags to refine the results. 

Regarding detail browsing interactions, this should change depend- 

ing on the type of media: synchronous or asynchronous media; for 

instance, in asynchronous media, the time that elapses between mes- 

sages could be more than five minutes, which is the time window that 

searchers have configured by default. We discuss this topic at greater 

length in the discussion section. 

We also noticed that there should be a means to exclude informal 

messages from the repository. In this respect, one participant said AK 

Searcher “could cause a lot of distraction because really important conver- 

sations are mixed with personal conversations, jokes, etc. ”; this situation 

could be problematic for AK retrieval. 

5.2.9. AK condensation 

Most of the participants commented that AK Condensation could 

speed up AK retrieval, reduce interruptions and reduce the repetition of 

information among teammates. The participants also appreciated that 

AK Searcher could be a single point of reference, rather than searching 

in multiple sources multiple times. In this respect, one participant stated: 

“…notes and requirements are not discussed in the same place… there are 

conflicts because not all the parties have access to this information all the 

time. ”

6. Threats to validity 

In order to understand to what extent the results are valid and how 

they can be used, a discussion regarding the validity threats is presented 

below according to Wohlin et al. [60] specification. 

6.1. Conclusion validity 

This study comprised participants from different backgrounds, but 

all of them were familiar with Skype and Trello. However, in order 

to balance the participants’ knowledge, they received a brief amount 

of training regarding how to search for information in these media. 

We are aware that the participants could have been biased toward AK 

Searcher, because it was introduced as a new tool, or because they might 

have wanted to please us; however, their participation was anonymous. 

Moreover, we did not have previous contact with them before or after 

the evaluation and there was, therefore, no reason to try to please us. 

Moreover, the researchers were not close to the participants during the 

tasks in which they were free to choose one of the three available me- 

dia. Furthermore, we are aware that the evaluation period was, perhaps, 

short. However, the results indicate an initial trend. It is also significant 

that, despite the short time and the use of a new tool, (people do not 

generally like to change their way of working) the subjects preferred 

AK Searcher when they did not know the location of a certain piece of 

knowledge. 

6.2. Internal validity 

All the participants were volunteers and showed a great interest in 

collaborating in this study. In addition, the study sessions were short to 

prevent them from getting bored or tired. We attempted to avoid learn- 

ing effects by using a counterbalancing technique, i.e., we placed the 

participants in groups and presented the conditions (indicated media to 

search) to each group in a different order (see Section 4.3.2 ). Regard- 

ing persistence effects, the study was run with subjects who had never 

taken part in a similar study. Moreover, the participants did not have 

any previous knowledge of the context scenario, since it was fictitious. 

Furthermore, we conducted the searching session two days after the 
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chatting session to avoid the situation of the participants remembering 

all the details about the script topics. In order to clearly observe the re- 

sults of the treatments on the participants’ performances, they received 

the same set of questions to be searched for in the three media. All the 

questions could be answered using the indicated media, thus reducing 

the risk of the participants not being able to find the correct answer. 

The Wilcoxon Signed-Rank Test confirmed that there was no significant 

difference in the correct answers according to the media used, and the 

results are consequently independent of the study package. 

6.3. Construct validity 

We measured the time required to answer a question using a Limesur- 

vey feature, which registers the time between a question being shown 

and the participant clicking onto the button to show the next one. This 

time could have been affected by the participants’ reading speed and 

by the time needed to understand the question. We considered that the 

participants had similar abilities and this threat could, therefore, have 

been reduced by the arrangement of the sets. In order to discover the 

perceptions of Tagging Helper as regards unobtrusiveness, we extended 

the standard SUS questionnaire by adding two questions (one positive 

and the other negative), which were also processed by following the 

steps required to obtain the SUS score. This extension provided us with 

a structured means to obtain the participants’ perceptions of topics that 

the conventional SUS questionnaire does not include. 

6.4. External validity 

We identified two main threats to external validity: subjects and 

tasks/materials. Regarding subjects, we also included students in order 

to have more controlled conditions in an academic context. Unfortu- 

nately, these students had no experience of real AGSD projects, but they 

had taken courses concerning ASD and GSD during their university ed- 

ucation. We included professional developers with experience in AGSD 

to enforce external validity. Concerning tasks/materials, the chatting 

scripts were based on a fictitious scenario, but with real world charac- 

teristics. Although, tagging was suggested in the scripts, the participants 

also tagged messages using their own initiative. Moreover, the need for 

AK was motivated by a questionnaire, not by a project necessity. Real 

scenarios should, therefore, be considered, as they are supposedly more 

complex and articulated. 

7. Discussion 

In this paper, we propose the concept of AK Condensation and 

present its implementation (ArchiKCo), which was evaluated to deter- 

mine the feasibility of this concept. These evaluation results are dis- 

cussed in three parts: (1) AK classification mechanism, (2) AK searching 

mechanism, and (3) Feasibility of AK Condensation. 

7.1. AK classification mechanism 

Literature reports that developers prefer using free tags in tagging 

systems, given their low cognitive load in everyday work [44,45] . 

We based our AK classification mechanism on an assisted tagging 

mechanism (Tagging Helper), as IBM® Rational® Jazz® [44] , TagSEA 

[45] and eMoose [65] do. However, we included predefined user tags, 

which are in turn associated with a fixed set of meta-tags, rather than 

just allowing free tagging. Our results do not reflect that the participants 

disliked using predefined tags, and they merely stated that it would have 

been better if they could have defined the tags that they used during the 

evaluation. However, we should explore the participants’ perceptions in 

more long-term studies. The participants also stated that it might be ap- 

propriate to include a mechanism by which to add tags on the fly or a 

smarter tag suggestion (based on the context of the topics), but none of 

them mentioned free tagging. 

The participants did not show any sign of disliking tag conversation 

messages and around 50% of them used the expected number of tag in- 

stances (seven instances). In a previous study [59] , around 90% of the 

participants used at least the number of tag instances provided, although 

in that case, only three suggestions were marked in the scripts, which 

were also shorter. Both results show evidence that developers may need 

to tag messages during conversations, thus indicating that an AK classi- 

fication mechanism based on social tagging could be successful. 

We decided to use an assisted tagging mechanism to avoid problems 

such as tag explosion, which could ruin the AK classification mecha- 

nism. Our results do not show any signs of tag explosion. Despite the 

fact that we allowed the participants to use new tags if they consid- 

ered it necessary, there were only 18% of instances of unregistered tags. 

This tagging mechanism could also help reduce the problem of obscure 

similarity [43] , since the participants selected a tag from a suggestion 

list and messages were, therefore, tagged with correctly written tag in- 

stances. In that respect, there were only 7% of tag typing errors during 

the chatting sessions. This low error rate also contributed to keeping the 

AK classification mechanism functional. 

Although the participants did not know the registered tags before- 

hand, significantly more tag instances were correctly (47%) rather than 

incorrectly used. This means the tags’ semantics corresponded to the 

message topics. However, this tagging accuracy is lower than that ob- 

tained by Sohan et al. [46] , who used an intelligent auto-tagging mech- 

anism (70% accuracy). We believe that the accuracy of Tagging Helper 

could be increased in future evaluations if the participants define their 

own tags. 

In our previous study [59] , 30% of the participants used meta-tags 

correctly, while in the present study this percentage increased to 43%. 

This could, therefore, be considered as evidence that the conceptual 

model entities on which meta-tags are based are expressive and are 

related to AGSD-type situations in terms of AK. However, we should 

conduct studies focused only on the refinement of the model. 

These results lead us to believe that Tagging Helper could be part 

of a good AK classification mechanism for use during UTEM conversa- 

tions. Although the participants perceived Tagging Helper to be usable 

(SUS score 77 = B grade), this perception was lower than that attained in 

our previous study [59] (SUS score 87 = A + grade = Excellent according 

to Bangor et al. [64] ), in which we evaluated another implementation 

of Tagging Helper that was integrated into a custom Web instant mes- 

senger. In that study, we had absolute control over the autocomplete 

features and the participants, therefore, reported fewer problems with 

tag selection and navigation. However, the implementation employed in 

this study was integrated into Skype, signifying that we had to adapt the 

selection and navigation features so as not to interfere with the Skype 

features. Despite this difference in usability, the Skype-based Tagging 

Helper was perceived as unobtrusive (score 72 = C + grade), but we 

believe that this perception could be improved if tag navigation and se- 

lection are also improved. Nevertheless, some participants stated that it 

was just a matter of getting used to the helper’s features. 

7.2. AK searching mechanism 

Our results indicated that AK Searcher is a trustworthy application 

that is preferred by developers when searching for AK, because users 

tend to find AK faster than in UTEM when they do not know the knowl- 

edge source. However, AK Searcher was slower than Skype when we in- 

dicated a media in which to search. This could have been caused by the 

user interface design. While searching in Skype consists of at least three 

steps: (1) Ctrl + F to show the search textbox, (2) write text to search, (3) 

press < Enter > , AK Searcher requires two more steps to show a specific 

result: (1) write text to search, (2) press < Enter > , (3) look for an in- 

teresting result item, (4) open corresponding conversation, (5) look for 

knowledge in conversation. In a real situation, therefore, if a developer 

remembers the source of a certain item of knowledge, it might be bet- 

ter to search directly in that source. However, if a developer does not 
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remember the AK source and needs more than free text searching to 

find a specific item of knowledge, AK Searcher would be the best op- 

tion, since it offers more parameters in which to carry out a search and 

refine the result set. 

During the searching session, we observed that participants barely 

used the proposed classification mechanism to find knowledge, although 

they commented that tagging conversations is an interesting way to 

search for knowledge later. We believe that tags are more useful to 

search for AK if a developer wishes to attain knowledge from a general 

view to a detailed view. For example, when a new team member needs 

to acquire AK of the team’s project, a good starting point might be to 

explore the existing tags and then explore the comments of a particular 

tag in greater depth. 

The participants’ comments and our observations led us to realize 

that improvements should be made to AK Searcher, one of which is to 

present the results differently depending on whether the AK source is a 

synchronous or an asynchronous UTEM. In our study, Trello could be 

considered as asynchronous, since card comments are not received as 

frequently as Skype messages in a conversation. The AK Searcher feature 

used to show a range of messages 5 min before and after a selected 

message may, therefore, be useless, since Trello comments could have 

a greater time difference. The same problem would occur with other 

asynchronous media (e.g. email). Another improvement would be to 

include a feature to show only tagged messages in the first result set. 

The problem of showing irrelevant messages (e.g. personal interactions, 

jokes, etc.) could, therefore, be reduced because these kinds of messages 

would not be tagged. Another way to reduce this problem would be 

to add exclusion tags that tell the Gatherer Service not to send certain 

messages to the repository. 

To the best of our knowledge, there is no similar AKM research tool 

to ArchiKCo. The important differences between the reported tools (see 

Section 2.2 ) and our approach are: (1) they are not focused on searching 

for AK sourced in electronic interactions; (2) almost all of them are based 

solely on free text searching, and only TagSEA [45] and IBM®Rational®

Jazz® [44] include extra parameters(e.g. tags or waypoints); (3) they do 

not have features to refine a result set; (4) they do not integrate AK from 

different sources (IBM® Rational® Jazz® could be configured to do so, 

but the paper [44] that refers to this does not present any integration), 

and (5) they do not present empirical results regarding searching in their 

respective papers. All these differences prevent us from making a direct 

comparison with our results. 

Despite the improvement opportunities, AK Searcher was perceived 

to be a usable and useful media that eases the discovery of AK during an 

AGSD cycle, which could reduce interruptions among teammates when 

they have questions about the project architecture. Moreover, the par- 

ticipants perceived that AK Searcher would allow them to find AK in a 

timely manner, as required in an agile environment. 

7.3. Feasibility of AK condensation 

Agile/global developers know that UTEM logs contain important AK 

and they, therefore, need to search for architectural topics in those logs. 

However, they often spend too much time searching for AK because it 

is dispersed throughout different UTEM. The results obtained provide 

sufficient evidence to state that it could be feasible to implement the AK 

Condensation concept in AGSD for the following reasons. 

• UTEM logs lack a structure that eases AK searching. We have, there- 

fore, proposed a classification mechanism based on assisted social 

tagging. The participants used this mechanism well and it was per- 

ceived to be useful and unobtrusive. The results showed that ag- 

ile/global developers could tag UTEM interactions accurately, even 

if they do not know the tags’ meaning beforehand. In a real situa- 

tion, developers should be careful to define useful tags, and to tag 

in a correct manner, since they are the most interested in retrieving 

AK from UTEM logs, because documentation debt is often present 

in AGSD environments. Furthermore, when developers tag during 

UTEM interactions, they are able to tag coherently because they are 

aware of the interaction topic. The evaluation results, therefore, al- 

low us to state that ( RQ1 ) social tagging is suitable and feasible to 

classify AK in AGSD because: (1) it is usable and unobtrusive, (2) 

agile/global developers could classify AK correctly, and (3) it is in- 

tegrated into the agile work style. 

• The AK retrieval mechanism was well received by the participants, 

since it integrates different AK sources, and they thus preferred 

searching for AK using this mechanism than searching directly in 

each UTEM. What is more, the participants tended to discover AK 

faster than when doing so directly in UTEM, particularly when they 

did not know which UTEM contained the AK required. The partici- 

pants perceived that the AK retrieval mechanism was useful and us- 

able. Furthermore, since AK is previously structured by the classifica- 

tion mechanism, AK retrieval could be easier and quicker than code 

analysis, even if the developers do not know the terms required to 

search for AK, because tags are linked to meta-tags that have a fixed 

meaning. Meta-tags could, therefore, be a guide to find AK, since 

they would not lose meaning overtime. However, we must conduct 

a long-term evaluation to better assert this. The evaluation results, 

therefore, show that the AK retrieval mechanism is ( RQ2 ) suitable 

and feasible to help agile/global developers obtain AK from UTEM 

logs, because the mechanism is (1) useful and usable, and (2) the 

AK retrieval performance was better using the proposed mechanism 

when developers ignored which UTEM log contained the required 

knowledge. 

Implementing the AK Condensation concept could help reduce AK 

vaporization in AGSD environments, taking into account the global 

and distribution aspects, without affecting the teams’ agility. Further- 

more, by reducing AK vaporization in AGSD, problems related to wasted 

time, software defects, and software projects’ technical understanding 

[53,54] could be also reduced. It is worth recalling that we are pre- 

senting a single means to implement the concept of AK Condensation. 

Different implementations could be created solely by considering the 

basic items of this concept. It might be interesting to evaluate another 

implementation to confirm the feasibility of AK Condensation. 

8. Conclusions and future work 

In this paper, we present the concept of AK Condensation, which 

consists of structuring and retrieving AK shared by means of UTEM to 

reduce its vaporization in an AGSD environment. We also present an 

implementation of this concept, which was evaluated to determine AK 

Condensation feasibility. The evaluation results allowed us to determine 

that this concept could be feasible in AGSD environments. 

On the one hand, these results could be attractive for AGSD practi- 

tioners, since an implementation of AK Condensation could reduce the 

amount of time wasted trying to find solutions to past problems, along 

with reducing the number of interruptions among teammates, since an 

additional source of AK would be available, i.e., an AK Condenser. In 

addition, AGSD practitioners might be interested in an implementation 

of AK Condensation because it could be a workaround to documentation 

debt, a means to alleviate architectural technical debt, and thus reduce 

AK vaporization. However, we are aware that there are cases of AGSD 

teams in which there is even a team of architects in charge of all the 

projects’ architectural issues, as this is also reported in the empirical 

studies conducted by Clerc et al. [7] , Razzak & Smite [66] , and Alzoubi 

& Gill [67] . AK vaporization could, therefore, occur less frequently than 

in companies in which there is not a role or team that has these respon- 

sibilities. This leads us to believe that AK Condensation may be more 

appropriate for small and medium-sized AGSD companies, 7 which do 

not have sufficient resources and infrastructure to have an architect role. 

7 https://www.gartner.com/it-glossary/smbs-small-and-midsize-businesses . 
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On the other hand, our results may be interesting for software en- 

gineering researchers, since AK Condensation represents a convenient 

way in which to manage AK without much obstruction to the devel- 

opers’ work in AGSD. It may, therefore, be worth continuing exploring 

the UTEM logs as an AK source. Furthermore, AK Condensation repre- 

sents a first step toward converting AK from tacit to explicit in a formal- 

ized manner [41] (e.g. UML notation), since AK would be structured by 

a classification scheme, which could ease the formal representation of 

this knowledge. Moreover, the impact of AK Condensation on the tran- 

sitions between tacit and explicit knowledge and vice-versa (expressed 

using the SECI model [68] ) could be explored in the future, owing to the 

close relation between AK Condensation and these two types of knowl- 

edge. 

As future work, we shall improve ArchiKCo by using artificial in- 

telligence to ease tag selection, adding a context aware suggestion fea- 

ture to the Tagging Helper component. We shall also develop new ver- 

sions of this component that will run with other UTEM, such as Trello, 

Slack, Jabber or Outlook, to be able to conduct studies in other con- 

texts. AK Searcher must be adapted to these UTEM, since there will be 

synchronous and asynchronous media, and the frequencies of messages 

are different. Another improvement is the inclusion of a feature to ex- 

clude personal messages, such that only work-related messages would 

be considered during the search. In order to conduct evaluations in real 

scenarios, we must also include a strategy to motivate developers to 

tag. This strategy could be the following: when a developer finds a use- 

ful AK, s/he could qualify the message author, which could incentivize 

the best-qualified tagger. Finally, evaluations in real scenarios will allow 

us to refine the meta-tag model, and to observe how AK Condensation 

is conducted during pressure scenarios, thus enabling us to observe the 

implications as regards adopting the concept in AGSD. 
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